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ABSTRACT OF THE DISSERTATION

Social Caching and Vehicular Social Networks: Two Contributions
to The Theory and Practice of Online Social Networks

by Lu Han

Dissertation Director: Liviu Iftode

Recent years have witnessed an explosive growth of the Online Social Networks (OSNs),

which serve as a fertile ground for research such as, examining individual and group behaviors,

identifying information dissemination patterns, and building unconventional OSNs. This dis-

sertation explores the design and implementation of two emerging OSNs, a distributed social

network (DOSN) and a vehicular social network (VSN), both from theoretical and practical

perspectives, with the goal of improving the performance and functionality of the systems.

Distributed OSNs have been proposed as an alternative to centralized OSNs. DOSNs nei-

ther have central repository of all user data, nor they impose control regarding how the data will

be accessed, hence, enable users to keep control of their private data. One of the critical chal-

lenges in building DOSNs is the performance of the distributed social update dissemination.

To address this, we propose Social Caches, nodes that cache updates of their friends in order to

reduce the number of peer-to-peer network connections. We formulate social cache selection

as an instance of the Neighbor-Dominating Set Problem, and propose a set of approximation,

regression and heuristic social cache selection algorithms to solve it. Performance evaluation

based on real social traffic data and five well-known social graphs shows that the proposed

social caching mechanism can reduce P2P network connections by an order of magnitude.

In the second part of the dissertation, we introduce a new class of online social networks

ii



called Vehicular Social Networks (VSNs), which connect drivers, commuters in particular,

sharing the same road at the same time. As a first application over VSNs, we developed Road-

Speak, a scalable mobile Multiparty Voice Communication (MVC) system that allows drivers

to communicate over automatically moderated chat groups based upon their interest. Each VSN

chat group is regulated by a profile consisting of the triplet {time, location, interests}. Evalu-

ation using benchmarks, field trials and simulations proves the feasibility of RoadSpeak, and

demonstrates that it can support substantially larger groups of users compared with traditional

MVC systems.
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Chapter 1

Introduction

1.1 Thesis

The thesis of the dissertation states that:

Social caches can improve the performance of Distributed Online Social Networks. Vehicular

Social Networks with Multiparty Voice Communication can help drivers to socialize while on

the road.

This dissertation makes two contributions to the theory and practice of online social net-

works, Social Caching and Vehicular Social Networks.

Distributed Online Social Networks (DOSNs) have been proposed as an alternative to cen-

tralized Online Social Networks (OSN). Centralized OSN providers control individual user’s

data and associated policies on dissemination of data. Hence, user can hardly exert control of

their personal data, resulting in potential privacy violations. In contrast to centralized OSNs,

DOSNs do not have central repository of all user data, neither impose control regarding how

user data will be accessed. Therefore, users can keep control of their private data and are not

at the mercy of the social network providers. However, one of the main problems in DOSNs

is how to efficiently disseminate social updates among peers. We introduce Social Caches as

a way to alleviate the peer-to-peer connections in a distributed OSNs, and formulate social

cache selection as the Neighbor-Dominating Set Problem. We propose a set of centralized and

distributed algorithms to solve it, and evaluate their performance on five well known graphs.

Performance evaluation based on real social traffic data shows that the algorithms can reduce

P2P network connections by an order of magnitude.

We proposed the Vehicular Social Networks (VSNs) to extend the functionality of the cur-

rent online social networks to reach the vehicular drivers. Vehicular Social Networks enables
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the drivers who are physically driving on the same road segment, as the same time, to build

virtual social communities for socialization purposed. VSN also facilitates the deployment of

various applications on top of it. As the first application of VSN, we propose RoadSpeak, a

scalable Multiparty Voice Communication (MVC) system that allows drivers to automatically

join VSN groups along popular roadways. RoadSpeak achieves collision free Multiparty Voice

Communication between users by utilizing automated moderation, buffering and flow control.

We have implemented a RoadSpeak prototype, and built an MVC simulator to perform large-

scale simulations that compare RoadSpeak with existing MVC systems. The results prove that

RoadSpeak can support substantially larger groups of users compared with the traditional MCV.

We will first introduce the Online Social Networks, with a brief history in Section 1.2.

We will present the current infrastructure of Online Social Networks in Section 1.3, with an

emphasis on the Core Service Infrastructure, Storage and Database Infrastructure, Application

Service Infrastructure and Social Presence Infrastructure. The challenges facing these types

of infrastructure will be discussed in Section 1.4. We will summarize the contribution of the

dissertation in Section 1.5, and the contributors in Section 1.6. Section 1.7 presents the

organization of the dissertation.

1.2 Online Social Networks: the State of Art

Although human social networks have been studied for many years in the field of Sociology,

Online Social Networks (OSNs) have only become popular as the topic of computer science

research within recent years. In this section, we will briefly discuss the state of art of Online

Social Networks, the range of user interactions they allow, and a brief history of the Online

Social Networks.

1.2.1 Online Social Network Introduction

Although lacking a formal definition, an Online Social Network (OSN) 1 is considered to refer

to any social network site that maps the relationships between individuals, indicating the ways

1Online Social Media, and Online Social Networking sites are interchangeable terms to represent an Online
Social Network site. In this dissertation, we will user Online Social Networks.
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in which they are connected ranging from casual acquaintance to close familial bonds.

For the purposes of this thesis, we use the term Online Social Network (OSN) to represent

the system where:

(i) the basic entity is a user with a personal profile;

(ii) users are linked to other users or content items by means of social relationships;

(iii) users can navigate the social network by browsing the links and profiles of other users;

(iv) users can exchange information via Social updates.

Online Social Network sites provide opportunities for people to rendezvous, connect or

collaborate. Although serving a number of different purposes, there are three primary roles that

stand out as common features across all OSN sites. First, Online Social Network sites are used

to maintain, set up, strengthen, or weaken the social ties between social network friends. They

facilitate setting up connections between people based on shared interests, values, membership

in particular groups (i.e., friends, professional colleagues). The sites allow users to “articulate

and make visible their social networks, and communicating with people who are already a part

of their extended social network” [18]. Second, Online Social Networks are used to share rich

social contents in different formats. Third, Online Social Networks provide a platform for users

to explore new, interesting content by searching, and recommending social content uploaded by

other users/groups. These features of the OSN make it easier for users to find and communicate

with any individual in the Online Social Networks; meet new people online; and connect with

friends, family and acquaintances in real life.

1.2.2 A Brief History

The idea of social structure and social networks can be tracked back to the 1800’s, and is

much older than Computer Science itself. Systematic research exploring the patterns of human

social networks and social ties linking individuals emerged in the 1930s. Social networking

did not become an area of Computer Science until the 1990s, when the Internet became widely

available.

Classmates.com [28] is believed to be the first OSN site, launched in 1995 as a site for

users to reconnect with their previous high school classmates. It has a limited number of users
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because it only allows those who attended the same school to be connected, but does not allow

users to create links to users from outside their schools.

In 1997, the former SixDegrees.com was created, the first social networking site that al-

lowed users to create links directly to other users without any restriction. It bore little resem-

blance to the SixDegrees.com in use today. The owner believes that the site failed because it

was ahead of its time, since computers with Internet were not popular in 1997. In recent years,

the Online Social Networks together with smart devices have became the most popular tech-

nique for connecting with other people. Most families have at least one computer or mobile

device that connects people to the Internet all the time. In the early 2000s, a number of Online

Social Networking sites were taking shape, such as Friendster [55], Match.com [98], LinkedIn

[90], and MySpace [106]. Friendster developed from a friend-to-friend socialization site into

the current online gaming site; Match.com is a popular online dating site; LinkedIn is used for

professional connections; MySpace changed into a news feed web site. Many other OSN sites

were also proposed at the same time, such as CyWorld [32], and Ryze [123]. A more com-

plete history and analysis of the evolution of Online Social Networks can be found in papers

by Boyd [19], [18].

Facebook, one of the most popular Online Social Networking sites, launched in February

2004. As of April 2012, Facebook was reported to have 900 million active users [49]. Recently,

as a new format of Online Social Networks, Pinterest [119] provides an online pin-board that

enables users who have the same interests to share pictures in the same categories.

People began to realize the profit that OSN can bring as the population of users increases.

Today most websites are connected to one or more of the existing social, including such ex-

amples as multimedia content sharing sites (Flickr [53], YouTube [157], and Pinterest [119]),

blogging sites (LiveJournal [95] and BlogSpot [12]), and professional networking sites (Bran-

chout [20]). These sites have different goals but employ the common strategy of exploiting the

social network to increase the number of users.

A complete and up-to-date list of the notable online social networking sites can be found at

Wikipedia [92].
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Jun 2011
Country OSN 1 OSN 2 OSN 3
Australia Facebook Twitter LinkedIn
Canada Facebook Twitter LinkedIn
France Facebook Twitter Skyrock

Germany Facebook Twitter Xing
Italy Facebook Badoo Twitter

Russia V Kontakte Odnoklassniki LiveJournal
Spain Facebook Tuenti Badoo

United Kingdom Facebook Twitter LinkedIn
United State Facebook Twitter LinkedIn

Table 1.1: Online Social Network ranking for several countries.

1.2.3 Online Social Network Popularity

The most popular online social networking sites include Facebook [48], Twitter [143], and

Google+ [61]. Besides these giant OSN sites that dominate the Internet in the U.S., a look

around the world reveals more diverse social media sites in various languages, such as Kaixin

[80], Weibo [150], and Renren [121] in China; Mixi [104] in Japan; Skyrock [128] has

long dominated the French, Belgian, and Swiss social media market; while VKontakte [148]

takes first place among Russian and Ukrainian social media sites. The most popular online

social networking sites for several countries can be find in Table 1.1. For most of the countries,

Facebook ranks first among all other online social networking sites.

Just as with other technology, Online Social Networking can be a very effective tool for

connecting with people, exchanging information, and learning from each other. As in real life,

connections between people do not just occur one-on-one, but form an entire network. These

sites allow social network users to share photos, videos and information, organize events, chat,

and even play games, and are very useful in sharing information and disseminating data. Online

Social Networks are born to create efficient and convenient interaction between ONS friends.

1.2.4 Research in Online Social Networks

Research in the area of Online Social Networks did not become popular until 2005. Ever since

than, OSN has attracted researchers from different computer science fields. Many new research

directions focusing on Online Social Networks have been proposed, such as OSN analysis,
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Figure 1.1: Number of papers published in the area of Online Social Networks.

OSN graph mining, OSN theory, OSN security, Mobile OSNs, etc. The research on OSNs

quickly became an important and hot area in Computer Science. Figure 1.1 shows the number

of papers published on “social networks” in ACM and IEEE each year from 2005 to 2011.

The figure clearly illustrates that the number of papers in social networking area has increased

dramatically every year. Note, the number of papers in the figure is based on a search using

the key words “social” and “networks”. Other papers, such as searches based on the keywords

“social” and “computing”, have not been included.

1.3 Online Social Network Infrastructure

In this section, we will discuss the research areas in Online Social Networks, utilizing the OSN

Infrastructure as the chain. The general infrastructure of OSN is shown in Figure 1.2, and

includes the User Interface layer, the Application Service layer, the Social Presence layer, the

Core Service layer, and the Storage and Database layer.

The User Interface layer regulates how users interact with an Online Social Networking

site, and how flexibly users can modify the appearance of their profile pages. The Applica-

tion Service layer, collaborating with the User Interface layer, defines what applications can

be supported by the OSN site. Application Service determines the Application Domain(s) of
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Figure 1.2: General infrastructure of Online Social Networks.

the OSN site. The Application Domains of the current Online Social Networks include but are

not limited to: socialization applications, health applications, educational applications, online

dating applications, etc. The Social Presence layer controls the quality of the social communi-

cation media between social network users. Different Online Social Networking sites support

different social mediums, such as text, video, or audio, in a 2D or 3D presence. Video and

3D have a higher social presence and are more sociable and personal, while mediums such as

text or 2D have low social presence. The Core Service layer includes the main services that an

Online Social Network provides, such as Searching, Privacy, etc. The Storage and Database

layer maintains the databases for user profiles, and the social relationships between users.

In the next sections, we will discuss in detail each of these layers and the current research

topics within them.

1.3.1 Core Service

Privacy and Degree of Decentralization

The most important research question related to the Core Service Infrastructure layer is the

privacy and security in Online Social Networks. Although highly successful, current OSNs
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work by employing a model that sacrifices user privacy for availability and centralized con-

trol. Users upload their profiles and personal data to the OSN websites, thereby surrendering

their personal relationships and profiles to the OSN providers. OSN providers and third-party

applications operate on an individual user’s private data, which should be only shared with a

relatively small number of users. This centralized architecture of the OSNs runs counter to the

nature of social networks and the privacy goals of OSN users, and has the following issues:

Disparate data sources and inconvenience. As we discussed in Section 1.2, sharing with

friends on different OSNs involves separate registrations and providing friendships to multiple

OSN services. Therefore, it is difficult for the users to keep track of their personal data, given

that it is scattered across diverse providers and websites, depending on how the information is

acquired and what kind of functions the users wish to perform. It is also very inconvenient for

friends to try to learn all uploads of any given user. Using photo sharing as an example, when

users want to share a picture with friends, they need to upload the picture to multiple OSN

websites such as Path [116], Facebook, Twitter, Flickr [53] and more. The dispersal of their

data is a negative incentive for users to take advantage of the OSN services. Furthermore, it is

difficult, if not impossible, to move one’s data if the user desires to migrate to other services.

Scalability. In a centralized OSN architecture, an application service provider runs central

services to provide authentication and authorization, and to share users information with their

friends. If the service becomes popular, it requires the service provider to scale out quickly.

Privacy. More important than the inconvenience, users lose the privacy of their relationships

and data. OSNs that offer a broad range of services can acquire a lot of information about

any individual who provide their detailed personal profiles. In most of the current OSNs, users

only have very coarse-grain control over who can access their personal data. However, Gross et

al. [62] show in their study that most users do not change the default privacy settings provided

by the OSN services.

In the traditional Web, privacy is maintained by limiting data access and only granting ac-

cess to authorized parties with user customized policies. In OSNs, by contast, data and identity

are closely linked for sharing purpose, and are often visible to large groups of people. This

makes it harder to preseve privacy and gives rise to privacy issues. Furthermore, OSN services
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also experience most of the web security problems, such as phishing, spamming, identity theft,

and malware. Phishing is much more effective in the “Social” environment. Things are even

worse with Mobile Social Networks, which can detect a user’s location by enabling location

based services.

Anonymization, Decentralization, Privacy Setting Management, and Encryption technolo-

gies are the primary methods to solve the privacy problems in OSNs. Starting from basic

anonymization by removing identifiable information from data, a set of Anonymization tech-

niques [9], [7], [94], [69], [22] has been proposed so as to make users in the OSN dataset

computationally indistinguishable from almost any other user. Privacy Setting Management

enables user privacy by granting users more control over their privacy settings and making it

easier to manage the settings. Baatarjav et al. [6] propose a system that automatically selects

privacy settings according to user profile, which is used to predict expected user preferences.

Maximilien et al. [99] manages privacy setting with a privacy risk score, which is calculated

based on user’s profile. Encryption is also used to protect a user’s information from accessing

by unwanted parties. FlyByNight [96] was proposed to encrypt critical parts of a user’s profile

using proxy cryptography to significantly mitigate the privacy risks. NOYB [63] preserves user

privacy by encrypting user data to make the cipher text encoded to mimic legitimate data to the

OSN providers who can operate on it, while only authorized users can decode and decrypt the

data.

In this dissertation, we believe that the proposed unconventional OSN, Distributed Online

Social Network (DOSN) architecture is a solution to address the privacy and security issues

that were discussed earlier, and can significantly improve user privacy so that users can re-gain

control of their data. Distributed online social networks enable users to host their personal data

on the data storage that they choose, and free users from cross platform personal data mainte-

nance. Distributed Online Social Networks, such as Diaspora [37], PeerSoN [21], PrPiI [126],

and Safebook [31], were proposed since 2009; for a more exhaustive list of distributed OSN,

we refer the reader to read the Wiki page [40].

The current deployments of DOSNs can be divided into three categories: (i) Federation,

which requires that social network providers agree upon standards of operation in a collective
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fashion. Federated social networks enable users to share their social contents in one OSN

with friends from other OSNs. (ii) OSNs over unstructured P2P underlay, which have users’

personal data distributed among multiple servers, and utilize a lookup server for bootstrapping

functionalities [124], [113] and [126]. (iii) OSNs over structured P2P underlay, which utilize

DHT underlays such as My3 [109] and PeerSoN [21].

1.3.2 Storage and Database

Online Social Network Analysis

The Storage and Database Infrastructure layer manages the database and storage that OSNs

utilize to store actor profiles (any user, group, or organization is considered an actor), the social

relationships between actors, and the social contents shared between actors. The rich social

data available at the storage and database infrastructure layer enables the crawling of social

networks, which gathers enough social information for one of the major research directions in

Online Social Networks: the Social Network Analysis.

Social Network Analysis (SNA) is a visual and mathematical analysis of how people in-

teract with each other, exchange information, learn, and influence one another. Social network

analysis has a long history: the first SNA project began in 1987.

We first present the fundamental definitions in the social network analysis domain. An

online social network is a set of vertices (points, actors, or agents) that connect with one another

by a set of edges (relationships, or social ties). An Online Social Network can have few or many

vertices, and one or more kinds of relationships between pairs of vertices. To build a useful

understanding of a social network, a complete description of a pattern of social relationships is

necessary. Social network analysis utilizes the SNA tools to manage these data, manipulating

them to reveal patterns of social structure.

Given that Online Social Network analysis is a large area of research, we summarize major

research topics as follows: (i) basic characteristics and properties of the graph; (ii) large scale

Online Social Network data collection, crawling and anonymous; (iii) Online Social Network

modeling and data mining; (iv) social community/cluster funding; (v) predictions in Online
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Social Networking; and (vi) social issues including user data privacy, abuse of OSNs, repu-

tation system and teenager problems. Publications that discuss different measurements and

methodologies used in this area include: [83], [149], [125], and [130].

In this section, we will focus on the social network analysis metrics, measurements, and

methodologies that relate to the topics in this dissertation, which primarily include: basic char-

acteristics and properties of the graph; Online Social Network modeling and data mining; and

social community funding. Furthermore, in this section, we will introduce some of the nota-

tions that we will use throughout this dissertation.

Basic Characteristics of an OSN graph

A social network is usually represented by G = (V,E), where G represents the social network

graph, V represents the vertex (node, actor) in the graph, and E represents the edges (social

relationships). |V | is used to represent the number of vertices, and |E| the number of edges in

the graph.

Online Social Network analysis typically begins with one node or a small group of nodes,

then extends to the node’s social relationships by using methods such as Breadth-First Search

(BFS), random walk, or snowball. The following analysis levels are usually studied for any

OSN site in the social network analysis, as well as in this dissertation.

Vertex level. The smallest unit in an OSN is a vertex in its social setting. An Egocentric

network [97] is a vertex level network that contains only the vertex and its one-hop neighbors.

Egocentric or ego network analysis often centers on network characteristics such as centrality,

prestige and roles such as isolates and bridges, which we will discuss in Section 1.3.2.

Dyadic and Triadic level. A Dyad defines the social relationship between two vertices.

Relationships in an OSN start with dyads. A triad in an OSN is formed by adding another

vertex to a dyad, which also results in a set of three dyads.

A triad is transitive when there is an edge (social relationship) between any pair of dyads.

The triad possibilities are shown in Figure 1.3: the left-most sub figure shows a potential tran-

sitive, the center part of the figure shows the intransitive, and the sub figure on the right shows

a transitive triad. Research at this level usually concentrates on measurements such as balance
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and transitivity, as well as social equality and tendencies toward reciprocity.

Figure 1.3: Level of transitive triad.

Sub-graph level. Sub-graph level research focuses on vertex distance and reachability,

cliques, social community, cohesive subgroups, and group actions or behavior. A node, a dyad,

a triad, and an egocentric graph are all special forms of sub-graph, but a sub-graph is not

necessarily any one of those.

Clique. A clique in a graph consists of a subset of vertices such that every pair of vertices

in the subset is connected by an edge, i.e., a vertex is directly tied to every other vertex. A

k-clique of a graph is a clique of k vertices.

If a graph is a clique, it is also called a complete graph. A clique is a special graph structure

in that: a dyad and a transitive triad are 2-clique and 3-clique, respectively. Furthermore, the

egocentric network of any node in a complete graph is the graph itself.

Determing whether there is a k-clique in an OSN graph is NP-complete. Despite this hard-

ness, many methods for finding cliques have been studied [57], [36], [8], [135]

Basic Metrics in Measuring OSN graph

The evaluation metrics used most in social network analysis includes:

Bridges. An edge is a bridge if deleting it would cause its endpoints to lie in different

components of a graph.

Centrality. Centrality refers to a group of metrics that aim to quantify the ”importance”

or ”influence” (in a variety of senses) of a particular vertex (or group) within a network [68],

[93], [141]. Examples of common methods of measuring ”centrality” include betweenness

centrality [149], closeness centrality, eigenvector centrality, alpha centrality and degree cen-

trality. [114]
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Clustering coefficient. The clustering coefficient is a very important measure of the likeli-

hood that two neighbors of a vertex are connected themselves. A higher clustering coefficient

indicates a greater ’cliquishness’. [23]

Cohesion. Cohesion is the degree to which nodes are connected directly to each other

by cohesive bonds. Structural cohesion refers to the minimum number of members who, if

removed from a group, would disconnect the group. [105]

OSN Data Mining

Date mining can be defined simply as “the extraction of valuable patterns that are hidden in

large amounts of data” and its applications fall into two main classes: description and predic-

tion. Description is the process of modeling the traits of existing objects; prediction is forecast-

ing the object’s behaviors from its known attributes. These two classes reflect the two research

directions in SNA data mining: modeling and property predictions in OSNs, referring to the

properties of three entities: the individual, the community (subgraph), and the entire graph.

Individual properties include individual influence and social interaction patterns. Community

properties include determing cliques and clusters. Entire graph mining includes graph growth,

temporal boundaries of certain events.

Various mining techniques have been applied to different OSN sites for different purposes.

Memon et. al. [102] presents the research in social networking analysis, and focuses on emerg-

ing trends in the discovery and analysis of communities and social activities, on network model-

ing, dynamic growth and evolution patterns, and on multi-agent based simulations, by utilizing

machine learning approaches .

Meanwhile, business organizations, such as DataSift [34] and Gnip [60], aim to aggregate,

filter, and manipulate OSN data into the analysis of social trends, social authorities, social

influence, and social ties in real-time.

As an example, Klout [82] is a stand-alone service that identifies social authorities, who are

the most influential persons in an OSN crowd. People are given a score in the range of 1-100,

which “measures influence based on ability to drive action”. They factor in how many people

one reaches based on how many followers one has on multiple OSNs, and what kind of impact
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one has on the egocentric network. People can use this service to find those that others would

listen to in the community in the disaster evacuation or other severe situations.

OSN mining results can be utilized in many other directions. Companies do viral marketing

by choosing the targets of their advertisements according to users’ favorites and interests by

mining their activities in OSNs [158]. Federal agencies are interested in mining Online Social

Networks in order to identify geo-spatial breaking events, incidents or possible threats [51].

Although mining OSNs brings benefits for the users, crawling of personal data is considered a

privacy threaten for normal users. In the next section, we will discuss the privacy and security

issues facing the OSNs, and the methodologies proposed to solve these problems.

1.3.3 Application Service

Application Domains

In this section, we will discuss the Application Service Infrastructure layer, and focus on the

state of the art of research on Application Domains, which are the key component of Applica-

tion Service Infrastructure.

Although they were originally invented to serve the purpose of getting back and staying in

touch with friends, Online Social Networks extend their applications to many other domains

as they develops, such as career, health and medical care, education, and life style. Different

researchers categorize Online Social Networks into various application domains based on dif-

ferent criteria. In this section, we will mainly focus on the following domains: Career and

business, Online Dating, Multimedia Sharing, and Consumer Advocacy.

Career and Business

Applications for online social networking sites have extended toward career, businesses and

brands, such as LinkedIn [90], MyWorkster [107], and Jobster [78]. LinkedIn, as one of the

most popular career sites, provides a platform for setting up connections with professionals,

efficient job searching, and hence the opportunity for a better career. It has over 150 million

users in over 200 countries as of February, 2012 [91]. MyWorkster enables users to build up
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social networks of classmates and alumni to connect for career opportunities. With career-

oriented OSNs, employers can post job openings for candidates looking for available openings,

so that users can target the correct person for obtaining job information.

The use of Online Social Networking services in an enterprise context also presents the po-

tential to have a major impact on the world of business. Social networks connect people at low

cost, which can be beneficial for small entrepreneurs and businesses looking to expand con-

tacts and share knowledge. OSNs for business include Biznik [11],Cofoundr [30], Xing [152].

Biznik is a community of small businesses dedicated to helping each other. Cofoundr is an

OSN for entrepreneurs, programmers, and investors looking to start new ventures. Xing is a

European business OSN. Besides the OSNs designed specially for entrepreneurs, major OSNs

such as Facebook and Twitter are also used for advertising, as well as connecting business pro-

fessionals. These OSNs act as customer relationship management tools for companies selling

products and services. Since businesses operate globally, OSNs make it easier to keep in touch

with clients around the world.

Dating OSNs

Many online social networks, such as Match.com [98] and eHarmony.com [47], provide an en-

vironment for people to communicate and exchange personal information for dating purposes.

They require users to give out some private personal information and allow users to search or

be searched by selected criteria, but at the same time people can maintain a certain degree of

anonymity. Online dating OSNs are similar to other OSNs in the sense that users create profiles

to meet and socialize, but the purpose is to find a person of similar interests to date.

A major difference between dating OSNs and OSNs in other application domains is that

online dating OSNs usually require a fee [35]. Many users opt to try general OSN services

instead, leading to shrinking revenue for the online dating industry. As the number of users

keeps increasing for general purpose OSNs (Facebook), online dating services are seeing a

decrease in users. It is possible that the general purpose OSN sites will become the new way to

find dates online, and replace the dating OSNs .
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Education

A huge number of schools build up their own online social networking sites for education and

e-learning purpose. Educational Online Social Networks focus on supporting relationships be-

tween teacher and student, student and student. Major social learning OSNs such as Ning [112],

TermWiki [137], TeachStreet [136], 2 and other sites were built to foster such relationships.

Social learning OSNs enable users to post educational blogs, form ad hoc communities, and

communicate through chats, discussion threads, and synchronous forums. These sites allow

both teachers and students to learn, discover, share content, and rate.

Consumer Advocacy

OSNs have also been used in the application domain of Consumer Advocacy. The OSNs used

for consumer advocacy mainly fall into two categories: (i) Recommendation and ranking driven

online social networking sites, such as tripadvisor [140] and yelp [153] are built for the purpose

of having customers rank and recommend hotels, airlines, attractions, restaurants and so forth.

(ii) Existing OSNs can be used for personalized and customized advertisement. By analyzing

the personal profile and social relationships of a user in the OSNs, companies can provide OSN

users personal, transparent, inclusive advertisements based on human communities instead of

brands. Companies realize that OSNs can accelerate the spread of advertisements. Statistics

from Deloitte show that one in three people come to a brand through a recommendation, and

customers refereed by their friends have a 37% higher retention rate [159].

Multiple Application Domains

There is a new trend for multiple OSN sites to collaborate in order to enlarge the application

domains of a single OSN. For example, Pinterest [119], Glassdoor [59] and other single domain

OSNs are connecting to Facebook so that users can maintain connections with their social

buddies from multiple OSNs and share information from different domains.

There are multiple reasons for this type of OSN development. First, we believe that none

of the existing single functional OSN can satisfy users’ requirements. Users expect OSNs to

2Teachstreet.com closed down on February 2012.
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cover more than one application domains, and we will discuss this in Section 1.4.2. Second,

users would prefer to use one OSN site where they can manage all of their public profiles and

social contents. In other words, in order to share a picture, they do not need or want to upload

to multiple OSN sites.

On the other hand, people also take the privacy of their personal data seriously. During the

recent Facebook takeover of Instagram [75] event, a number of Instagram users decided not to

discard the application due to the privacy issues facing Facebook. [56].

These opposite requirements for the current online social networking sites led us to believe

that the fundamental problem lay in the infrastructure of the current OSN. The centralized

infrastructure utilized by OSNs makes the extension of networks very hard, and harms the

users’ privacy since users give up the copyright and control of their personal data to the OSN

providers. Privacy issues will be discussed in Section 1.4.1. We believe unconventional OSNs,

especially the decentralization of the OSN, are the solution to this problem, which we will

discuss in Section 1.4.1.

1.3.4 Social Presence

Social Content Format

Sharing social content on any Online Social Networking site is as easy as typing text, uploading

images and videos, and then hitting the “publish” button. This functionality has been enabled

by telecommunication technologies and social criteria in the Social Presence Infrastructure

layer, which enables fast and efficient multimedia communication between any two OSN users.

In this section, we will discuss the Social Presence Infrastructure and the current research on

the topic of Social Presence.

Social presence has been defined by many researchers as the feeling of “being with others”

[70], “a level of awareness of the co-presence of another human, being or intelligence” [10],

“the degree of salience of the other person in the interaction” [127], and the “feeling that one

has some level of access or insight into the others intentional, cognitive, or affective states” [10].

In this dissertation, we refer to Social Presence as technologies that are primarily intended

to increase real time social interaction by means of Social Contents. The Social Presence
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Infrastructure layer manages the technologies used for Social Contents communication between

users. Therefore, it is a key research topic under Online Social Networks.

Social Presence and Social Content Categories

Based on the temporal characteristics, social contents can be categorized as static, real-time or

ephemeral. A static social content means that the content, once published, will be forwarded

to the publisher’s friends unless the publisher explicitly removes or changes it, such as sharing

a personal profile, a post, or a picture. A real-time or ephemeral social content is the one that

has a time factor, such as Facebook online chatting.

Furthermore, the formats of social contents in the existing OSNs can be divided into four

categories: text, image, audio and video; and most OSNs support at least one of them. Based on

the quality of media, video has the highest social presence among all other mediums, while text

has the least social presence. In this section, we will discuss these forms of social presence, as

well as how and to what extent the current Online Social Network infrastructure support them.

Plain Text as a Social Presence

Plain text is the main communication method for human socialization in any existing OSN.

Interactions between users on main stream Online Social Networking sites all involve plain

text. People send tweets, update personal profiles, publish a new personal status, exchange

emails, and send instant messages. Moreover, for OSN sites that do not support video/audio

social presence, users need to upload their audio/video contents to websites that support such

uploading and storage, and then share only the link to the audio/video clip in the format of plain

text (URL).

Almost every OSN site supports static plain text, but only some of them support real-time

plain text exchanges, such as the live chat in Facebook.

Images as a Social Presence

Sharing photos publicly or privately with friends is another major functionality supported by

most OSNs. OSN sites usually provide users with the ability to select different sharing options
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before posting.

The first photo sharing sites were launched during the mid 1990s primarily to provide online

photo ordering of prints. Flickr [53], Picasa [118], and Pinterest [119] came into being during

the early 2000s with the goal of providing permanent and centralized access to a user’s photos.

Sharing photos through such Online Social Networks has become a popular trend. OSN sites

allow users to specify with whom to share their photo albums, whether it is all users or only

those whom they choose.

Nowaday, almost all OSNs offer the capability of sharing photos directly from mobile

phones to social networks. The most prominent of these is Instagram, which has quickly be-

come one of the dominant mobile photo sharing social networks with over 15 million mem-

bers [76].

Current OSNs only support Static image sharing.

Audio and Video as a Social Presence

Video cameras with WiFi, and smart phones with cameras allow everyone to be able to record

audio or video clips at will. Users can share the recorded audio and video clips with their friends

directly in OSNs, or upload the video or audio clips to websites that support multimedia and

share the links with their friends.

Current OSNs that are designated for audio sharing include Spotify [134], imeem [74],

SoundClick [132], SoundCloud [133], etc. For an exhaustive list of audio/music sharing OSNs,

we refer the readers to read these two websites: [131], [5]. Youtube [157] was first created so

that friends could share video clips of a dinner party that were too large for email, and now has

become the most popular OSN for video sharing. There are also other video sharing OSN sites

that can be found in [131].

Current Online Social Networking sites support audio and video sharing in a Static way.

No real-time or ephemeral exchanges of audio and video clips are available.
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1.4 Challenges in Online Social Networks

The big success of Online Social Networks relies on the current centralized infrastructure,

which also has many issues that prevent OSNs from developing further, such as those dis-

cussed in Section 1.3. Very much like the development of the Internet, which was originally

proposed for point to point communication between two computers in October 1969, the On-

line Social Network was originally proposed to enable two human beings to get in touch and

socialize. The Internet has became one of the most important innovations ever, dramatically

impacting people’s everyday lives by supporting nearly-instant communications by email, in-

stant messaging, VoIP, streaming, video/audio calls, and numerous other applications. The

rapid development of the Internet would be impossible without the support of diverse technolo-

gies and protocols (DHCP, FTP, HTTP, RPC, IRP in application layer [3], TCP and UDP in the

transport layer [139]; IP, BGP, ICMP from Internet layer, and so on), and the corresponding net-

work infrastructures (CDN, NDS, routing, and OSI architecture). Note that the listed protocols

and infrastructure represent only a small portion of the technologies used in the Internet, which

continues to develop to provide faster and reliable communications to satisfy the demands from

multiple applications.

As with the Internet, the purpose of an Online Social Networking service is not limited to

the purpose of socialization, but continues growing to provide more functionalities and cover

more application domains, as discussed in Section 1.3.3. The OSN infrastructure needs to meet

a variety of requirements to support this rapid growth, which poses many challenges to OSN

research. Novel, alternative, and unconventional Online Social Networks, as well as the corre-

sponding protocols and architectures, need to be studied. In this dissertation, we specifically

address, from both theoretical and practical aspects, three challenges that are critical for devel-

oping the next generation OSNs and will present an overview of these challenges in the rest of

this section.

1.4.1 Challenges in Core Service and Storage

In this section, we will discuss the challenges applicable to the Core Service, Storage and

Database Infrastructure layers as shown in Figure 1.2.
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As discussed in Section 1.3.1, while Distributed Online Social Networks have been pro-

posed for the users of OSNs to regain their data as well as the control over their personal data,

the infrastructure of the DOSN is still an open question.

Multiple questions arise in building a DOSN, which include but are not limited to: should

the DOSN be deployed by utilizing a structured P2P underlay or an unstructured one? How

should data storage be chosen for duplications to provide reliable accessibility? What data

storage should be used in a DOSN? How can messages be disseminated among the distributed

online social networks without a centralized server?

Critical among these issues is the lack of an efficient data dissemination schema, since

the effective distribution of information among friends is the main purpose of any OSN or

DOSN. Data dissemination techniques have been developed in many other networking fields,

including: sensor networks, mobile ad hoc networks, and distributed networks. The existing

data dissemination methods include gossip protocol, epidemic routing, probabilistic routing

based on prediction, distributed caching, and CDN (content delivery networks).

However, none of these existing techniques works for the Distributed Online Social Net-

work infrastructure, for two principal reasons. (i) Social updates are different from any other

information, since they are short and highly dynamic. They are usually sent from one infor-

mation producer to many information consumers (friends) and form a one-to-Many mapping.

(ii) Unlike in other systems, the publication of social updates is very unpredictable, although

it may follow some cumulative daily patterns. Therefore, we believe a novel core service and

corresponding storage and database infrastructure are needed to meet the requirements of new

social information dissemination methods in a Distributed Online Social Network.

1.4.2 Challenges in Application Service

In this section, we will discuss the challenges lying in the Application Domain Infrastructure

layer, as shown in Figure 1.2. As discussed in Section 1.3.3, current Online Social Networks

cover a broad variety of application domains. However, there are still more domains to be cov-

ered, including vehicular drivers, property buyers, etc. Vehicular drivers would like to socialize

with each other to exchange traffic information, and property buyers would like to discuss real
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estate agents, and properties locations.

According to a recent U.S. census, ninety percent of Americans commute every day be-

tween home and office, and 80% of those are driving alone. Driving alone has two benifits:

the drivers have much more freedom than when they carpool with other people, and they can

stop anywhere on their way to the office and back home. However, carpooling with strangers

is considered to be unsafe for some drivers. The principle drawback of driving alone is that

drivers may feel tired or bored. Some remedies do exist, such as listening to a radio talk show

or using a hands-free phone to talk with friends. The radio can also broadcast current traffic

information to the listener; however, only the drivers who up ahead know the real-time situation

about the road and traffic condistions.

Furthermore, during commuting hours, a huge number of other drivers are also driving on

the same road facing the same situation. These drivers are on the same road at the same time

but cannot take the advantage of the proximity. We believe that the only method that can enable

the drivers to communicate with other drivers in the same proximity, as well as provide them

some relief from boredom, is to create the novel Vehicular Social Networks. The Vehicular

Social Network, which will be discussed in Chapter 4, is an Online Social Network specifically

designed to cover the application domain of vehicular drivers, and to facilitate, for drivers in

the same proximity, socialization and the exchange of traffic information.

1.4.3 Challenges in Social Presence

In this section, we will discuss challenges lying in the Social Presence Infrastructure, as shown

in the Figure 1.2. As discussed in Section 1.3.4, the forms of social presence supported by

the current Online Social Networks are static plain text, image, audio and video, and real-time

plain text.

Current OSNs provide several real time services, such as real time instant messaging, real

time search, and real time marketing. However, users cannot get real time updates unless they

access the social network websites or use technologies like RSS. Vehicular Social Networks

differ from existing OSNs in two main aspects. First, the Vehicular Social Network is proposed

as a channel for motorists to exchange real-time traffic information as well as socialization.
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Traffic information messages, as a special social content, have a temporal property: they must

be real time and ephemeral messages in order to be meaningful and useful. Second, sending

text message is not suitable for the Vehicular Social Network, since texting while driving is not

only prohibited by law, but also very dangerous for drivers.

A real-time video message is not a reasonable social presence as well, since driving while

watching video is also considered as one of the major distractions for drivers. Furthermore,

real-time video messages have privacy issues in a Vehicular Social Network. It is not necessary

to see who is speaking, and the user may not want to be seen by other users. Last, real-time

video message can waste too much of user bandwidth.

Therefore, we believe the Real-time Voice Message is the correct social presence to be

used for Vehicular Social Networks. This new social presence, that enables the transfer of real-

time/ephemeral voice messages, required to be supported by the Social Presence Infrastructure.

1.5 Summary of Dissertation Contributions

This dissertation present three main contributions in exploring the challenges of improving the

performance of Distributed Online Social Networks, and expanding the functionalities of the

current Online Social Networks to include Vehicular Social Networks and to form unconven-

tional Online Social Networks. These were published as follows:

• SocialCDN: Caching Techniques for Distributed Social Networks. In the Proceedings of

the 12th IEEE International Conference on Peer-to-Peer Computing (P2P’12), Septem-

ber 2012 [66];

• Social Butterfly: Social Caches for Distributed Social Networks. In the Proceedings of

the 3rd IEEE International Conference on Social Computing (SocialCom’11), October

2011 [65];

• Ad-hoc Voice-based Group Communication. In the Proceedings of the 8th Annual IEEE

International Conference on Pervasive Computing and Communications (PerCom’10),

March 2010 [67];
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• RoadSpeak: Enabling Voice Chat on Roadways using Vehicular Social Networks. In

the Proceedings of the First International Workshop on Social Network Systems (Social-

Nets’08), April 2008 [129].

In this dissertation, we present the design, methodology, implementation and evaluation of

the following systems: Social Butterfly [65], SocialCDN [66], Vehicular Social Network [129]

and RoadSpeak [67]. Social Butterfly and SocialCDN enable efficient data dissemination by

exploring both centralized and distributed Social Caching, respectively, to achieve efficient

data dissemination in Distributed Online Social Networks. The Vehicular Social Networks

(VSNs) expand the current Online Social Network application domains, and RoadSpeak, as an

application of VSN, utilizes multiparty voice communication to support socialization between

VSN users in the same group.

1.5.1 Social Caching

As discussed in Section 1.4.1, deploying Distributed Online Social Networks (DOSNs) offers

many challenges, critical among which is the lack of data dissemination services. Users’ per-

sonal contents are stored on heterogeneous types of machines varying from cloud storage to

personal mobile devices such as smartphones dispersed geographically over a wide area. This

implies that any update to personal data should be disseminated to all social contacts in a timely

fashion at a low cost. Typical choices for distributing content include the push method, the pull

method, and a hybrid of the two methods. Most existing distributed social networks utilize a

“push immediately” scheme to handle social updates, sending updates to all contacts. There-

fore, O(N2) connections need to be set up in order to send users’ updates to all of their social

contacts. Pull is even worse, as connections need to be set up periodically independent of

whether there is any update or not. We argue in this dissertation that this data dissemination

model should be re-examined in the context of distributed social networks. Rather than sending

identical copies of a given social update to all contacts, an efficient strategy, Social Caching,

should be developed to optimize the network traffic generated by social updates.

As distributed social networks do not have a central server from which to update and read

the social content, we propose a form of distributed caching scheme that intelligently places
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data in the network so as to optimize the social traffic. Certain friends “cache” the updates for

other friends, and these selected friends act as “Social Caches.” By utilizing Social Caches, we

can optimize social traffic, reduce network connections and transmission latency, and reduce

bandwidth usage in the network.

Social Butterfly [65] achieves the social update dissemination utilizing social caching tech-

niques. Specifically, the cache selection and placement problem is formulated as the “Neighbor-

Dominating Set” problem. We propose two centralized Social Cache selection algorithms, the

“Approximate NDS” algorithm and “Social Score” algorithm. Both algorithms can select a

sufficient number of caches so as to greatly reduce the P2P connections generated by the dis-

semination of the social contents to a great magnitude.

However, the two algorithms proposed in Social Butterfly require global parameters, such

as graph topologies. Therefore, in SocialCDN [66], we propose a set of fully distributed social

caching mechanisms. Four cache selection algorithms are proposed, the Randomized algo-

rithm, the Triad Elimination algorithm, the Span Elimination algorithm, and the Distributed

Social Score algorithm. The evaluation results show that among these four algorithms, Span

Elimination outperforms the other three and can achieve a performance similar to the central-

ized method. These proposed social caching techniques can be applied on the distributed social

networks of any kind.

1.5.2 Vehicular Social Networks

Vehicular Social Networks

First, we will present the Vehicular Social Networks(VSNs) [129], a novel online social net-

work that expands the current OSN application domain to reach vehicular drivers, especially

the daily commuters. Vehicular Social Networks perfectly fuse Online Social Networking with

vehicular and transportation networks.

As we discussed in Section 1.4.2, the current Online Social Network application domains

range from socialization, to a large variety of areas such as career, business, dating, education,

etc. However, at the time of writing, none of the existing OSNs serves the vehicular drivers.

People partake in all forms of entertainment while driving to destinations. They may listen
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to music, listen to and participate in radio talk shows, chat with friends over cell phones. In fact,

in analogous commuting situations, e.g., on buses or trains, it is common for people to socialize

and communicate with each other. We propose Vehicular Social Networks as a substantial

opportunity for people to organize into social groups and expand their social connectedness

while traveling on roadways, for the purposes of entertainment, socialization, passing the time

during their commute, seeking for better routes during traffic jam, or even asking for help in

case of an emergency.

There are three major purposes for Vehicular Social Networks: (i) for entertainment, (ii)

for utility, and (iii) for dealing with an emergency. Entertainment-based Vehicular Social Net-

works are formed for people to share common interests, for example, to discuss recent social

and political issues, sports, or any other interesting and entertaining topic. Entertainment-based

Vehicular Social Networks primarily serve to occupy people during their long and boring com-

mute, similar to the way radio programs provide entertainment. Utility-based Vehicular Social

Networks are formed to facilitate non-essential yet helpful connections. For example, local

towns or states might establish Vehicular Social Networks to suggest interesting local events

or points of interest along popular highways, or for travelers to query for advice in selecting

a local restaurant or hotel. There might also be Vehicular Social Networks established to co-

ordinate carpooling, or to communicate roadway conditions (e.g., accidents, congestion, etc).

Finally, Vehicular Social Networks can become particularly useful in the case of an emergency.

Emergency-based Vehicular Social Networks might serve as a way for people to ask for and

provide assistance to each other in critical situations such as a traffic accident, or disaster evac-

uation.

The key property of Vehicular Social Networks is that roadways, on which the Vehicular

Social Networks are overlaid, provide a sufficient and regular concentration of people who wish

to socialize.
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RoadSpeak

As we discussed in Section 1.4.3, existing social presence lacks support for real-time au-

dio/video information exchanges. However, audio exchange is extremely important for Vehic-

ular Social Networks, where texting is a violation of the law. Reasonably enough, however, in

most states, hands-free devices, such as smart phones, are permitted for information exchanges

while driving.

We propose RoadSpeak [67], a Vehicular Social Network based system that allows large

groups of motorists to socialize and communicate with each other by automatically joining

Voice Communication Groups formed along popular roadways. A RoadSpeak Voice Commu-

nication Group is defined by a group owner when the group is originally created.

In a traditional Voice Communication Group system, such as CB radio, audio collisions

effectively limit the number of active participants in a group, occurring when participants speak

simultaneously or when one participant is interrupted by another. Such collisions increase the

frustration level of participants, because they slow the rate of progress in the conversation and

force participants to repeat their messages at the next opportunity.

To enable scaling to large voice chat groups, RoadSpeak utilizes automated moderation,

three-way buffers and flow control to allow individual participants to experience an interruption-

free conversation. A server-side buffer buffers the incoming messages and transmits them to

the conversation participants, which decouples the sender from the receivers to ensure mes-

sage delivery; a client-side sending buffer ensures the message can be sent to the server once

completed; a client-side receiving buffer buffers the message before playing it back to enable

clients to cancel or skip the message.

1.6 Contributors to the Dissertation

The following is a list of my colleagues who co-authored papers from which material was used

in this dissertation. The Social Butterfly project presented in Chapter 2 and SocialCDN dis-

cussed in Chapter 3 are a result of collaboration between my advisor Professor Liviu Iftode,

Professor Badri Nath, and Professor Shan Muthukrishnan. Magdalena Punceva contributed to
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the design of cache selection algorithms for the SocialCDN system. Chapter 4 of this disserta-

tion is the result of the Vehicular Social Networks and RoadSpeak projects that I worked with

my advisor, Professor Liviu Iftode. Stephen Smaldone and Pravin Shankar contributed to the

design and evaluation of the system. James Boyce contributed to the design and implementa-

tion of the front-end web interface for the RoadSpeak. Disco Lab members participated in the

RoadSpeak field trial, and provided many insightful suggestions.

1.7 Dissertation Organization

The dissertation is organized as follows. Chapter 2 presents the Social Butterfly communi-

cation model, which utilizes the Social Caching technique for efficient data dissemination in

Distributed Online Social Networks. Chapter 3 presents the SocialCDN system, which focuses

on a set of fully Distributed Social Caching algorithms for data dissemination in DOSN of any

kind. Chapter 4 describes Vehicular Social Networks (VSN), as well as an application based on

VSNs, the RoadSpeak. The Vehicular Social Network extends the current application domain

of Online Social Networks to include the motorist users. The RoadSpeak system utilizes multi-

party voice communication system with automated moderation, and flow control techniques to

enable large scale socialization between vehicular drivers in a Vehicular Social Network infras-

tructure. Finally, Chapter 5 concludes the dissertation and discusses the directions for future

study.
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Chapter 2

Social Caching for Distributed Online Social Networks

Recent years have seen an explosion in using online social networks (OSNs) such as of Face-

book [48], Twitter [143], Google+, Weibo [150] and LinkedIn [90], among others. These online

social networks have greatly revolutionized the way people interact and share information over

the web. Online social networks enable users to join a network, publish their personal profiles

and contents, create links to other users with whom they associate, and annotate on the pub-

lished contents with “likes” and comments. The resulted social network provides a basis for

maintaining and expanding social relationships, for finding users with similar interests to form

social groups, and for searching content that has been contributed or endorsed by other users.

This revolution in human interaction through social media has brought to the forefront the

issues of ownership and control of user generated data. In the case of centralized “Online Social

Networking” sites, all the information that users generate or consume is stored on centralized

servers. This information is mostly private and users voluntarily share it with the OSN site, in

order to share it with their friends. Thus, users have less control over their personal profiles and

data, which is often scattered over different OSN providers, which usually do not support data

interoperability.

Recently, Distributed Online Social Networks (DOSNs), such as Diaspora [37], PeerSoN [21],

and PrPI [126], have been proposed and developed as an antidote to centralized OSNs, with the

goal to overcome some of the problems associated with the traditional OSNs. A DOSN is a

P2P infrastructure that supports the features of OSNs in a distributed way. DOSNs enable users

to host and organize their personal profiles and social connections at the place of their choice,

such as cloud storage, enterprise servers, or personal devices, while retaining full control over

their own data. With such flexible distributed storage, users can manage their data, control with

whom the data are shared, and determine which third party applications can access their data.
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An exhaustive list of existing DOSNs is maintained on the Wiki page [41].

The obvious advantages of DOSNs over centralized OSNs are counter-balanced by several

challenges in deploying the DOSNs. Critical among them is the need for a scalable social up-

date dissemination service. A Social Update is defined as any social content that users share

with their friends, such as changes to profile information, wall postings, pictures, videos, status

updates, links, messages, tweets, etc. Sending and browsing social updates represent a signif-

icant portion of the activities in OSNs, and contribute to the majority of the network traffic.

According to a recent Facebook survey [64], on an average day, 15% of Facebook users update

personal status; 22% comment on others’ posts or status; 20% comment on others’ photos;

26% “Like” other users’ contents; and 10% send another user a private message. Social net-

work sites generate more network traffic than most of the other websites. 28% of the Internet

traffic comes from Social Media [110], ranking as the second source of Internet traffic after

search engines

While a CDN [38] can effectively reduce the load on a centralized server, the feasibility of

the DOSNs critically depends on the efficiency of social update delivery and on measures taken

to support good data availability. The former can be achieved through caching in the social

network, while the latter can be achieved through redundancy.

In this Chapter, we introduce Social Caches as a way to reduce the number of peer-to-peer

network connections, as well as to alleviate the peer-to-peer network traffic that would ensue in

a distributed OSNs. The proposed social caches act as local bridges among friends for efficient

information delivery. The traffic pattern and the relationships among participants determine the

placement of caches; hence the term social cache. We further propose a novel social commu-

nication model, Social Butterfly, for DOSNs that utilize social caches. We formulate the social

cache selection problem as an instance of the Neighbor-Dominating Set Problem, and propose

two algorithms to solve it: 1) Approximate NDS, and 2) Social Score algorithm. Performance

evaluation based on real social traffic data shows that both algorithms reduce the number of

peer-to-peer social connections by an order of magnitude.

We state the problems in Section 2.1, and discuss the related work in Section 2.2. Sec-

tions 2.3 and 2.4 introduce the Social Butterfly communication model and the social caches,
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respectively. In Section 2.5, we formulate the social cache selection problem, and present the

Approximate NDS and the Social Score algorithms. We discuss the dataset statistics that we

use for evaluation and the social traffic pattern of the dataset in Section 2.6. Evaluation results

are presented in Section 2.7. We conclude the chapter in Section 2.8.

2.1 Problem Statement

Online Social Network Limitations

The centralized architecture underlying the popular online social networks, while offering con-

venience, availability, and single point of control, suffers from several weaknesses:

(i) the data sources are disparate; users have to maintain multiple accounts and multiple

data formats for different social networks;

(ii) user data is locked in, resulting in the so-called “big brother” effect; users lose control

of the ownership of their personal data;

(iii) centralized servers provide a platform for information leakage [84]; recently, it was

reported that Facebook applications leaked user names, phone numbers and addresses to a third

party [52].

Privacy concerns and security threats are serious weaknesses of centralized social services

provided by OSNs. Lack of privacy and control over personal content stored in servers are

considered the major drawbacks with the centralized architecture of online social networks.

Distributed Online Social Networks

As an alternative to centralized architecture, various Distributed Online Social Networks (DOSNs),

such as Diaspora [37], DSNP [42], Safebook [31], PrPI [126], Musubi [39] and AppleSeed

[4], 1 have been recently proposed and developed to provide solutions to the privacy and scaling

problems facing centralized online social networks. Distributed online social networks provide

a platform for users to communicate securely and allow users to get back ownership of their

personal data, thereby preventing to a large extent information leakage and privacy violations.

1Distributed Online Social Networks are also referred to as Peer-to-Peer Social Networks, or Decentralized
Social Networks. We use Distributed Social Networks in this dissertation.
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Users store and organize personal contents at the location of their choice such as cloud stor-

age, enterprise servers, or personal devices. With such flexible distributed storage, users have

control over their personal data, and can share this data with social contacts in their terms. Dis-

tributed Online Social Networks help overcome constraints imposed by the centralized social

network providers in the form of social contents, such as number of pictures, size of pictures,

and commercial ads.

Peer-to-peer systems and social networks share a common goal of resource and information

sharing. However, Distributed Online Social Networks differ from the traditional P2P systems

in the degree of usability. P2P networks have been mainly used in file/media sharing and instant

messaging, such as BitTorrent, VoIP, Skype, etc. Peer-to-Peer file/media sharing systems as-

sume the shared files do not change; in the BitTorrent system, for example, a new torrent needs

to be generated and published when new files are added or changed. This property makes the

traditional P2P networks unfit for handling the dynamically changing social relationships and

social status updates.

DOSN Deployment

The current deployments of Distributed Online Social Networks can be divided into three cat-

egories:

(i) Federation, which manages social network providers collectively to agree upon stan-

dards of operations. Federated social networks enable users to share their profiles and connec-

tions in one OSN with friends from other OSNs. For example, Facebook users can enable their

accounts connected with Pinterest [119] to share Pinterest picture with Facebook friends.

(ii) OSNs over unstructured P2P underlay, which utilizes a lookup server for bootstrapping

functionalities, such as PeerSoN [124] and PrPl [126].

(iii) OSNs over structured P2P underlay, which utilize DHT underlays such as My3 [109]

and PeerSoN [21]. My3 focuses on availability by replication, and models the replica placement

problem as a Dominating Set (DS), while Peerson focuses on privacy.
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Challenges in Building a DOSN

There are several challenges in building a truly distributed social network.

(i) Usability. The system should be easy to use, deploy, and manage by non-technical users.

(ii) Social Updates Dissemination. A Social Update is defined as any social content that

users share with their friends, such as changes to profile information, wall postings, uploading

pictures/video, updating status, sharing links, messaging, tweeting, etc. An efficient strategy is

required for social updates delivery.

(iii) Social Topology and Storage. What is the architecture of the DOSN? Where should

personal social content be hosted? How many replicas are needed to place inside the network?

We need redundancy to provide availability, and this may be influenced by the geographic

locations of peers and time zone differences.

(iv) Searching and Naming. A potential solution maybe Wayfinder [117], a peer-to-peer file

system that targets the needs of content sharing communities. It provides a global namespace,

content-based queries, and automatic availability management.

(v) Openness to applications. The systems should be extensible and easy for developers to

write third-party applications. The infrastructures and APIs should be open, and modular.

(vi) Compatible with Mobile Devices. Almost all centralized online social networks support

mobile access to a great extent. Smartphones/Tablets have become a substitute for traditional

computers, and very important carry-on personal devices with 4-16GB storage. As natural

social environment collectors and a type of hosts, Smartphones/Tablets can be used to col-

lect personal social data (pictures, videos, locations, etc), social environmental information

(temperature, compass, local sound, etc), and be a natural host for Distributed Online Social

Networks. However, compare with servers, mobile devices usually have limited resources such

as battery, data plan, etc. Continuously hosting a DOSN service will drain the resources very

quickly. Therefore, DOSN design must take the smart device hosts into consideration.

Critical among these challenges generated by Distributed Online Social Networks deploy-

ment is the lack of data dissemination services. Users’ personal contents are stored on hetero-

geneous machines varying from cloud storage to personal mobile devices such as smart phones

dispersed geographically over a wide area. This implies that any update to personal data should
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be disseminated to all social contacts in a timely fashion at a low cost. Typical choices for

distributing content include the push method, pull method, and a hybrid of the two methods.

Most existing distributed social networks utilize a “push immediately” scheme to handle so-

cial updates by sending updates to all contacts. Therefore, N connections need to be set up

for sending a given user’s updates to N social contacts. Using the naive “push-to-all-friends-

immediately” method requires a TCP setup and tear-down for sending every social update with

each friend. Generally, in a network with |V | users, and |E| edges, |2 ∗ E| TCP connections

need to be set up to send and receive ONE social update for each user, which is a big waste

of resources and bandwidth. For those who use smart devices to host their social data, this

method of updating will be a significant drain on bandwidth and battery. Pull is even worse, as

|2∗E| connections need to be set up periodically independent of whether there is any update or

not. The data dissemination model should be re-examined in the context of DOSN. Rather than

sending identical copies of a given social update to all contacts, an efficient strategy should be

developed to optimize the network traffic/connections generated by social updates.

2.2 Related Work

Before being used to represent real peer-to-peer social networks, the term “Distributed Social

Networks” had been used to represent umbrella protocols that aim to integrate existing central-

ized social networks. Umbrella projects such as Distributed Social Networking Protocol [43]

and Distributed Social Networking Technologies [44], allow users to choose on which social

network providers to host personal profiles, maintain control over personal information, and

interact with their friends in a secure manner. However, umbrella projects only provide mecha-

nisms for covering existing social network sites, users still need to rely on centralized services.

Recently, Distributed Social Networks (DSNs) such as Diaspora [37] and Safebook [31]

have been proposed. Diaspora allows users to host their data on their personal machines, and

to communicate with friends in a P2P manner. However, in order to host personal data, a user

must have a domain name and must know how to set up a web server. Otherwise, users can

host personal data on machines provided by Diaspora volunteers. This not only makes the

users who do not host their own data lose data ownership again, but also makes the volunteers’
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machines vulnerable. Cutillo, et al. proposed Safebook [31], a distributed social network that

leverages trust relationships to cope with the lack of trust and cooperation in P2P systems.

The system utilizes “Matryoshkas”, concentric rings of nodes built around each member, to

provide data storage to replicate friends’ profiles. Dodson, et al. proposed Musubi [39], which

is a social sharing platform that enables users to share and interact with friends on the phone

in a decentralized way without having to give up privacy to any third-party service providers.

There are some other DOSNs that are being developed such as PeerSoN [21] and PrPI [126].

They have yet to exploit social update patterns and do not provide efficient information delivery

mechanism for social updates.

2.3 Social Caching

As Distributed Online Social Networks do not have a central server from which to update

and read the content, we propose a novel distributed social network data dissemination model

called Social Caching. Social caching is a caching scheme that intelligently places data in

the social network so as to optimize the message traffic that originates from members of the

DOSNs. Certain friends “cache” the updates for other friends, and these selected friends act as

“Social Caches.” Utilizing social caches, we can optimize network connections generated by

distributing social updates, reduce the transmission latency of setting up multiple connections,

and reduce bandwidth usage in the network.

In this section, we describe the design of Social Caching, which selects certain nodes as

“local servers” for bridging social updates delivery between the social update producers and

consumers, thereby reducing the cost of operating a distributed online social network. These

selected “local servers” nodes are the Social Caches, while the remaining nodes are assigned as

members of one or more social caches to form Social Clusters. A member node only contacts

the social caches it is associated with, while a social cache can be a member of multiple social

clusters. Every node in the social network can be both a consumer and producer. Producers

push social updates to the social caches they are associated with, while consumers fetch data

from the corresponding social caches when they want to learn the updates from their friends.
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Let’s consider the example shown in Figure. 2.1, where upper diagram shows social rela-

tionships, and the lower diagram shows where users store personal data. As a social network

user, Alice connects to her colleagues in graduate school as well as to classmates in college.

Without social cache, Alice needs to set up connection and send any update to everyone in her

network. Bob is one of Alice’s college classmates who connects to everyone of Alice’s college

classmates and hosts his personal data on a highly available cloud storage service. Charlie is

Alice’s colleague in graduate school connected to all of Alice’s graduate school connections.

Therefore, Bob and Charlie can be selected as social caches for the two corresponding groups

for Alice. With these social caches, when Alice updates her status, besides changing her per-

sonal profile on her host, she caches the new status on Bob’s and Charlie’s storage as well.

When her college classmates want to see her update, they fetch it from Bob (same situation for

Charlie and her graduate colleagues), which greatly reduces the total number of P2P network

connections. Moreover, if Alice only wants to share some news with her college classmates,

she can choose to cache the news to Bob only. In this scenario, besides reducing the number of

network connections, users have more control over their data and can select with which group

of people they would like to share their personal data.

Typically, social update consumers and producers in social networks are friends and are at a

one-hop distance. This property requires the social caches that bridge social update consumers

and producers to be friends with both the consumers and the producers if none of them is a so-

cial cache. Thus, social caches have information that only belongs to friends. Furthermore, for

the purpose of minimizing social traffic and network latency, both sending and receiving social

update actions should be, wherever possible, within one-hop of each other. This requirement

ensures that producers push social updates to a social cache one-hop away and consumers fetch

them from a social cache, which is also one-hop away. If the number of selected caches K is

significantly less than the number of friends N, then the use of social caches will significantly

reduce the network connections when compared to the “push-to-all-friends” or ”pull-from-all-

friends” approach.

Figure 2.2 gives an example of the distributed social network architecture with six nodes.

The edges in Figure 2.2-a show the friend relationships and the edges in Figure 2.2-b show the
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Figure 2.1: An example scenario to illustrate the use of social caches.

The edges in Figure-a show the friends relationship. Push schema incurs an update
cost of

∑6
i=1 degree(Ni) = 14. The edges in Figure-b show the update relationship

with social caches C1 and C2. Updates are from N1, N2, N3 and C2 to C1, and N4
to C5, which incurs a total cost of 5.

Figure 2.2: Social updates cost without and with social caches in DOSN.

update relationships, where C1 and C2 act as social caches. In Figure 2.2-a, the push scheme

will incur an update cost (in the term of network connections) equal to the sum of the out degree

of all the nodes, which is significantly higher than the update cost incurred in the network with

social caches (5� 14) as shown in Figure 2.2-b.

The design of social caching is also based on the observation made by Viswanath et al. [147]
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that, people actively interact with only 30% of their friends on Facebook, and rarely update the

rest of their friends. This indicates that it is not necessary to push every social update to all

friends immediately. With the social caching method, we can not only reduce the number of

social connections within distributed online social networks, but also save the effort of sending

the information to the 70% of users with whom we do not actively interact.

Designing a good social cache selection algorithm, and forming the social clusters based

on the selected social caches are not trivial since among all of the potential candidates for a

cache, there is a choice to be made based on the underlying social graph. We will discuss the

two social cache selection algorithms in Section 2.5.

2.4 Social Caching v.s. Distributed Caching

Distributed caching [154], [79], and Dynamic Data Replication [2] are well studied topics.

Traditional distributed caching mechanisms are mainly used for achieving lower latency and

for minimizing the overall access cost for information providers and consumers. The cache size

and distance to the consumers are the main factors that determine the selection of distributed

caches. Content distribution networks also provide caches to reduce the overall cost of access

by intelligently placing caches close to consumers. However, they differ fundamentally from

social caching in several aspects.

First, social network topology is different from common distributed networks, exhibiting

non-trivial clustering (network transitivity) and positive degree correlations [111]. Distributed

cache placement and dynamic data replication algorithms are designed for arbitrary or tree

topology networks. Second, the basis for selecting caches differs. Selection of distributed

caches and data replications is demand-driven, passive, and dependent on routing protocols.

Caches and replications change dynamically to ensure that the latest, most popular contents are

stored. On the other hand, selection of social caches is social-relationship-driven; information

providers proactively send updates to the selected social caches. Third, selection of distributed

caches or data replications is purely syntactic; in another words, any node that can reduce

latency for the distributed cache or reduce message traffic for the data replica can be selected.

Social caches are selected to cache social updates only for friends to ensure security compliance



39

and allow only one-hop communication (i.e., communication between friends). Finally, in

distributed networks, the number of information providers is small and sparse compared to

information consumers in the network. However, in distributed social networks, every node

can be considered as an information provider. Therefore, neither distributed cache selection

algorithms nor dynamic data replication placement methods can be used for selecting social

caches.

Given the same topology, the top two graphs show that social cache and distributed
cache selection yield different caches. The bottom two graphs show that social cache
and distributed cache selection yield the same caches. The shaded vertices are the
selected caches.

Figure 2.3: Social cache v.s. Distributed cache.

Figure 2.3 illustrates that, given the same network topologies, social cache selection and

distributed cache selection methods can yield both different and identical caches. Both left-

hand figures (a) show social cache selection scenarios in distributed social networks, where

vertices represent social nodes and edges represent friendship relations; The right-hand figures

(b) show distributed cache selection in distributed networks, where edges represent connectiv-

ity/distance. The shaded vertices are the corresponding selected caches. The top two graphs

show that given the same graph topology, distributed cache selection and social cache selection

may yield different caches. In the social cache scenario, node 3 is the social cache for nodes

1, 2 and 4. Node 5 is the social cache for nodes 4 and 6. In the distributed cache scenario,

on the other hand, 3, 4, and 5 could be selected as caches depending on where the providers

and consumers are relative to each other, as there is no one-hop constraint. In the bottom two
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graphs, given the same graph topology, distributed cache selection and social cache selection

methods yield identical caches. In the social cache scenario, node 3 is the cache for nodes 1,2,

and 4, while node 4 is the cache for nodes 3, 5 and 6. The distributed cache selection schema

produces the same caches, in which node 3 caches content for nodes 1 and 2, node 4 caches

content for nodes 5 and 6.

2.5 Social Cache Selection Algorithms

The selected social caches should satisfy the following requirements: given an undirected graph

G = (V,E), where V is the set of vertices and E is the set of edges, the social caches form a

Neighbor-Dominating Set (NDS) such that:

• Every vertex should either be a social cache or connect to at least one social cache;

• A pair of friends should be connected by at least one social cache if none of them is a

social cache.

In this section, we define the NDS problem formally, and discuss two social cache selection

algorithms: (i) Approximate NDS algorithm; and (ii) Social Score algorithm. The approximate

NDS algorithm selects social caches by approximating the problem to the Set Cover problem.

The Social Score algorithm selects social caches by taking into account the nodes connectivity

in a social graph. The social score algorithm selects the nodes with higher social scores, where

a social score is the representation of a vertex’s social properties.

2.5.1 Problem Definition

Define N(u) ⊆ V to be the set of neighbors of node u, that is, v ∈ N(u) iff (u, v) ∈ E.

Definition 1. The Neighbor-Dominating Set of graph G = (V,E) is the set S ⊆ V of vertices

such that for each edge (u, v) ∈ E, there exists aw ∈ S satisfyingw ∈ (N(u)∩N(v))∪{u, v}.

Intuitively, for each edge (u, v), either one of its endpoints should be in the neighbor-

dominating set, or one of the common neighbors of u and v.

We should distinguish this from a number of related, well-known concepts. For example, a

vertex cover is a set S ⊆ V such that for each edge (u, v) ∈ E, either u ∈ S or v ∈ S. Also, a
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The top two graphs show that the minimum vertex cover (on the left) is not the same
as the minimum neighbor-dominating set (on the right). The bottom two graphs
show that the minimum dominating set (on the left) is not the same as the minimum
neighbor-dominating set (on the right).

Figure 2.4: NDS v.s. Vertex Cover v.s. Dominating Set

dominating set is a set S ⊆ V of vertices such that for all vertices u ∈ V − S, there exists an

edge (u,w) ∈ E, where w ∈ S. See Figure. 2.4 for examples where these concepts differ from

one another.

Definition 2. (NDS problem) Given an undirected graphG = (V,E), find a neighbor-dominating

set of the smallest size.

2.5.2 Approximate NDS Algorithm

Our algorithm is as follows: from an instance of the NDS problem, we will generate an instance

of the set cover problem. Given a collection S of sets over universe U , a set cover is a collection

of sets from S whose union is U . [151]

The universe is the set E of edges. For each vertex u ∈ V , generate a set Su such that

e = (α, β) ∈ E belongs to Su iff u ∈ (N(α) ∩N(β)) ∪ {α, β}. Let S be the collection of all

such Su’s.

Lemma 3. Each set cover T is a neighbor-dominating set of size |T |, and each neighbor-

dominating set S gives a set cover of size |S|.

Proof. Consider the set cover T of S . Each set Su in T corresponds to some vertex u.
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Consider the set S of all such u′s. Since T is a set cover, for each edge e = (α, β), there is

some set Su ∈ T that contains it and in turn, u ∈ S. Thus, S is a neighbor-dominating set. The

proof that edge neighbor-dominating set S gives a set cover of size is |S| in a similar way. �

Theorem 4. There is an O(logm) approximation algorithm for the neighbor-dominating set

problem that takes time O(md), where m is the number of edges and d is the maximum degree

of any node in G.

Proof. This follows from the best known approximation for the set cover problem. [151].

�

We implement a greedy algorithm for the set cover problem. For each vertex vi ∈ V ,

generate a set Si that contains a set of edges e = (α, β), where either vi ∈ {α, β}, or vi is a

common neighbor of (α, β). We have a finite set of edgesE and a family S of subset ofE, such

that every element of E belongs to at least one subset of S. At each stage, the algorithm picks

the set Si ⊆ S that covers the greatest numbers of elements not yet covered. The vi selected

together with Si is the set of social caches. The vertices in each set Si form the corresponding

social cluster. Algorithm 1 describes the approximate NDS algorithm.

Algorithm 1: Approximate NDS Algorithm
Input: undirected graph G = (V, E)
Outputs: Social caches C and social clusters SC
Initialization:
Universal Set = E
Covered Set = φ
for each vertex vi ∈ V do

generate Si contains edges e = (α, β), where vi ∈ (N(α) ∩N(β)) ∪ {α, β}.
end for
Main algorithm:
while Universal Set != φ do

select Si that maximizes |Universal Set ∩ Si|
Universal Set = Universal Set - Si
Covered Set = Covered Set ∪ Si

end while

Let’s look at an example graph shown in Figure 2.2-a. For each vertex vi ∈ V , we generate

a set of edges in vi’s egocentric network, which is shown in Table 2.1. According to Algorithm

1, vertex 5 will be selected first as it covers 6 edges out of 7. Vertex 6 (or 4) will be selected

next, which covers edge (4, 6). Therefore, {5, 6} are the selected social caches.
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Vertex Edges in subset

1 {(1,2), (1,5), (2,5)}
2 {(1,2), (1,5), (2,5)}
3 {(3,5), (3,6), (5,6)}
4 {(4,6)}
5 {(1,2), (1,5), (2,5), (3,5), (5,6), (3,6)}
6 {(4,6), (5,6), (3,5), (3,6)}

Table 2.1: Subset of edges for each vertex in Figure 2.2-a

The approximate NDS algorithm works well on social graphs, and is valid for any graph.

However, the algorithm does not exploit any properties exhibited by the social graph. Since we

are designing a novel selection scheme in the context of social networks, we can also integrate

social properties into the cache selection algorithm. We will now discuss an algorithm that

exploits social properties called the Social Score Algorithm.

2.5.3 Social Score Algorithm

Before describing the algorithm, we will discuss two important social network properties that

are used in this algorithm.

Clustering Coefficient

The clustering coefficient is a measure of degree to which vertices in a graph tend to cluster

together [71]. Social networks show a property of community structure where groups of nodes

have a high density of links within them, with a lower density of links between groups. A

vertex with a lower clustering coefficient indicates that it may connect to many unconnected

nodes that belong to different communities.

Egocentric Betweenness Centrality

An Egocentric network [97] is a “local” network for a vertex that contains only the vertex and

its one-hop neighbors. Betweenness centrality measures to the extent to which a vertex can

facilitate communication with others in the network. Vertices that occur on many shortest paths
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between other vertices have higher betweenness centrality. Egocentric Betweenness Central-

ity [97] is the corresponding betweenness for an egocentric network. It not only shows how

many times a vertex is on the shortest path of all its neighbors in the egocentric network, but

also indicates how many additional pairs of nodes among the neighbors could be connected if

a vertex were selected as a social cache.

Social Score Algorithm

In addition to clustering coefficient and egocentric betweenness centrality, vertex degree is also

an important factor. Higher degree vertices with more neighbors should have a higher possi-

bility of being selected as a social cache. Therefore, vertices with lower clustering coefficient

(CC), higher egocentric betweenness centrality (EBC), and higher degree connect to a larger

number of non-interconnected nodes, and should be the potential candidates for social caches.

The above discussion suggests that a social score can be defined as a combination of clus-

ter coefficient with egocentric betweenness centrality scaling by vertex degree in the form of

equation 2.1.

SS = ((1− CC) + EBC) ∗D (2.1)

A similar metric has been used in ad-hoc networks to select the backbone nodes for energy-

efficient forwarding[24].

In Figure 2.2-a, node 5 connects two groups of nodes and is on the shortest paths of all its

friends. Therefore, it has the highest score in that network. If selected as a social cache, it can

reduce the cost of information delivery for both clusters. Nodes 1, 2, 3 and 6 have lower social

scores. Among them, nodes 1, 2 and 3 have the same egocentric networks, they are inside

an inter-connected clique, thus their clustering coefficient is 1. They have a low degree, and

are not on their neighbor’s shortest path. Node 4 is an endpoint with only one neighbor. For

any endpoint vertex, the clustering coefficient is 0 and egocentric betweenness centrality is 0;

therefore, it have a constant social score of 1.

The social score algorithm works as follows: for each vertex vi in the graph, we maintain

a table with the following six fields: clustering coefficient, egocentric betweenness centrality,
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social score, IsCache, Cache List, Member List. The IsCache field is a boolean variable in-

dicating whether the vertex is a social cache or not, and the Cache List field stores the social

caches vertex vi affiliate to. Member List holds all the members within a social cluster if the

vertex is a cache. Algorithm 2 presents the Social Score algorithm. During each stage, we pick

the vertex with the highest score as a social cache, and treat its neighbors who have not yet

been covered by other social clusters as its social cluster members.

Algorithm 2: Social Score Algorithm
Input: undirected graph G = (V, E)
Outputs: Social caches C and Social clusters SC
Initialization:
for each vertex vi ∈ V do

calculate CCi, EBCi, and SSi;
set IsCachei, Cache Listi and Member Listi to φ;

end for
Main algorithm:
for each vertex in V do

pick vertex vj with highest social score
if Cache Listj == φ then
IsCachej = True
Member Listj = vj’s friend Fj

else
get Cache Listj and friends of vj : Fj

for each cache Ck ∈ Cache Listj do
get friends of Ck: Fk

Member Listj = Fj − Fk

end for
if Member Listj != φ then
IsCachej = True
update Member Listj

end if
end if

end for

We use Figure 2.2-a as an example to illustrate the algorithm. The clustering coefficient,

egocentric betweenness centrality and social score are calculated in Table 2.2. Node 5 and node

6 are the selected social caches with sets {1,2,3,6} and {4} as social cluster members.
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Node Degree CC EBC SS IsCache Cache list

1 2 1.0 0.0 0.0 N {5}
2 2 1.0 0.0 0.0 N {5}
3 2 1.0 0.0 0.0 N {5}
4 1 0.0 0.0 1.0 N {6}
5 4 0.333 0.667 16/3 Y {}
6 3 0.333 0.667 12/3 Y {5}

Table 2.2: Table for Social Score algorithm.

2.6 Dataset and Social Traffic Pattern

In order to evaluate social cache selection algorithms, we study two datasets and the Social

Traffic Pattern for these two datasets in this section. We define Social Traffic to be a piece

of information passing from one user to another in the social networks. Social Traffic usually

comes from three sources: (i) original composed, such as status updates and picture posting;

(ii) non-original copy and paste, such as a re-tweet; (iii) advertisements and spam [77].

2.6.1 Datasets

Facebook and Twitter are the two most popular social networks today. In order to understand

the social traffic pattern, we analyze social updates for both Facebook and Twitter datasets.

Facebook is an undirected graph as it requires a pair of friends to be connected. Twitter

connects people by means of “following” and forms a directed graph. Followers are people

who follow a user, and friends are anybody whom a user follows. A user’s followers do not

need to be his friends, and vice versa. Facebook allows users to communicate via various social

update methods, such as posting on the wall, like, etc; while Twitter uses tweets as the main

communication medium.

The Facebook dataset we study was crawled from Facebook New Orleans Network by [147].

The dataset contains the public profiles of 60,290 users who are connected by 1,545,686 links

with an average node degree of 25.6418. The dataset also crawled the wall posts data spans

from September 26th, 2006 until January 22nd, 2009. Specifically, we use posts from Jan. 1st,

2007 to Dec. 31st, 2008, which includes 838,092 wall posts.



47

The Twitter datasets we study are the Twitter social graph [85] and Tweets [144]. The

Twitter social graph dataset [85] includes profiles of 41.7 million users who are connected by

1,468,365,182 following-followed links with an average number of followers of 36.6146. The

tweets dataset [144] includes 10 million real tweets that were collected from Nov.11th, 2008 to

Oct.11th, 2009.

2.6.2 Social Traffic Patterns

There are two social traffic aspects we are interested in: (i) the average daily social traffic

increase ratio; (ii) the distribution of number of social updates per user. These aspects describe

the global social traffic pattern within the social networks, as well as and individual user’s

communication pattern. We can utilize them to design the social cache selection algorithm, as

well as for generating synthetic social traffic.

The number of daily tweets and wall posts for Twitter and Facebook is shown in Figure 2.5.

It is clear that the number of tweets and wall posts increases over time. Specifically, the number

of daily wall postings on Facebook increases 464% in two years, and the number of daily tweets

increases 1397% in less than one year. We believe that number of tweets increases faster than

that of wall posings because tweet is the major communication method for Twitter, while wall

posting is only one of the communication methods in Facebook. As the number of daily social

traffic continously increases, the naive “push-to-all-friends-immediately” method will not scale,

but makes the decentralized social network a “distributed deny of service” network.

Furthermore, we study the distribution of the number of social updates a user produces

and the number of users who sent that number of social updates, and plot it in Figure 2.6.

This figure shows a typical scale-free power law distribution, meaning the majority of social

updates were sent by a minority of social network users. As our goal is to reduce the social

connections within the social networks, the social cache selection will be affected by the power

law distribution of social updates per person. If the distribution is uniform, we can place the

social caches anywhere, However, power law distribution gives us a chance: social connections

will be greatly reduced if one can carefully and intelligently place the social caches. One can

also use this power law distribution as a model to simulate synthetic social traffic.
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The x axes represent the duration of data collect, and the y axes show the number of
social updates by means of tweets for Twitter and wall posts for Facebook. The upper
and lower figures show daily tweets and daily wall postings, respectively, during the
data collection period. Both show clearly increasing trends.

Figure 2.5: Daily social traffic trend for Twitter and Facebook.

2.7 Evaluation

We first compare the performance of the two caching algorithms against various metrics such

as number of caches selected and cluster size by using data available from Facebook [147]. We

then evaluate how social traffic could be reduced using caches, when compared with other data

dissemination methods.

2.7.1 Social Score Algorithm Properties

Before comparing the two algorithms, we first present some results about social score algo-

rithm. As discussed in Section 2.5.3, social score is calculated based on clustering coefficient,
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The x axes represent the number of tweets and wall postings, respectively, sent per
user during the period of data collection. The y axes indicate how many users sent
that many updates for Twitter and Facebook. The plots follow a power law distribution
for both datasets.

Figure 2.6: Social updates frequency for Twitter and Facebook.

egocentric betweenness centrality, and degree. The correlations between the three factors for

the Facebook dataset have been plotted in Figure. 2.7. The figure on the left shows that as

vertex degree increases, the range of clustering coefficient shrinks exponentially from [0,1] to-

wards 0. The figure in the middle shows that as vertex degree increases, the range of egocentric

betweenness centrality shrinks from [0,1] towards 1. This means that a vertex with a higher de-

gree has a lower value of clustering coefficient and a higher egocentric betweenness centrality.

The figure on the right shows that most vertices are clustered around the line of

EBC = 1− CC. (2.2)

Figure 2.8 shows social scores for the Facebook dataset in the space composed of degree,
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Correlations between vertex degree, clustering coefficient and egocentric between-
ness centrality for Facebook data. Range of clustering coefficient shrinks exponen-
tially towards 0 as degree increases (on the left). Egocentric betweenness centrality
shrinks towards 1 as degree increase (in the middle). Most vertices are clustered
around the line of EBC = 1− CC (on the right).

Figure 2.7: Correlations between vertex degree, CC and EBC.

clustering coefficient, and egocentric betweenness centrality as x, y, z axes. The blue dots are

the social scores in this coordinate system. The red dots are the trajectory on the x-y surface,

the yellow dots are the trajectory on the x-z surface, and the green dots are the trajectory on the

y-z surface.

Nodes with higher social scores have higher egocentric betweenness centrality, and smaller

clustering coefficient but a larger degree. They are connected to a large number of non-

interconnected vertices, and are candidates for social caches.

2.7.2 Comparison of the Two Algorithms

We evaluated both algorithms by using the dataset obtained from Facebook [147], and com-

pared the selection of social caches, as well as the corresponding social clusters.

The statistics on the total number of social caches selected and the number of social caches

each vertex connects by applying the two algorithms are listed in Table 2.3. The social score al-

gorithm selects about 1.5 times the total number of caches that the approximate NDS algorithm

does. The number of caches a vertex connects determines the cost of sending or requesting

social updates. Both algorithms yield relatively equal average numbers of social caches, which

means that they should generate relatively equal social traffic. The cumulative distribution of

the number of social caches a vertex connected is shown in Figure 2.9. The CDF for both
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Social score distribution in the coordinate systems of vertex degree, clustering coef-
ficient, egocentric betweenness centrality as x, y, z axes respectively. The blue dots
are the social scores, red dots are the trajectory on the x-y surface, yellow dots are
the trajectory on the x-z surface, and the green dots are the trajectory on the y-z
surface.

Figure 2.8: Social score distribution in 3D coordinate system.

indicate that they converge fast, with each vertex connecting to less than 15 social caches; the

caches selected by the algorithms can cover 90% of the network, and with each vertex connect-

ing to fewer than 25 social caches, 99% of the entire network can be covered. The approximate

NDS algorithm converges faster with the given dataset.



52

Algorithm

No. of social caches Social Score Approximate NDS

Total no. 40782 26288

Avg no. a vertex connects 7.058(5.991) 5.867(5.434)

Max no. a vertex connects 61 48

Min no. a vertex connects 0 1

Table 2.3: Statistics of social caches selected for the two algorithms.

-5 0 5 10 15 20 25 30 35 40 45 50 55 60 65
-0.1

0.0

0.1

0.2

0.3

0.4

0.5

0.6

0.7

0.8

0.9

1.0

1.1

 

 

C
D

F

Number of social caches connected by vertex

 Social score algorithm
 Approximate NDS algorithm

Figure 2.9: CDF for number of social caches that each vertex connects.

Table 2.4 presents the statistics about social cluster size for the algorithms. Cluster size

measures the number of nodes needed to contact the same social cache for social updates, and

therefore the social traffic a cache needs to handle. The average social cluster size is similar for

the two algorithms. Figure 2.10 shows the CDF of social cluster size for both algorithms: both

have a few large social clusters (> 1000 members) exhibiting a long-tail distribution. Social

caches associated with large social clusters are required to handle significant social traffic from

members, which should be avoided.
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Algorithm

Social cluster size Social Score Approximate NDS

Average size 11.424 (24.491) 13.224 (34.418)

Median size 4 4

Maximum size 1098 1098

Minimum size 1 1

Table 2.4: Statistics of social cluster size for the two algorithms.
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Figure 2.10: CDF of social cluster size for the two algorithms.

2.7.3 Social Traffic Comparison

We evaluate the effectiveness of the two proposed algorithms by determining the social traffic

generated in comparison to other social network data dissemination methods, such as “push-

to-all-friends” in a distributed social network. In particular, we compare the following six

methods:

a. Push social updates immediately to all friends.

b. Push periodically (every m minutes) to all friends. In this scenario, the amount of social

traffic does not depend on how many social updates are generated by vertices, but on how many

friends each vertex has and the time interval m. In another words, it depends on how many edges
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are there in the graph. Therefore, social traffic is calculated as ST = 24 ∗ 60/m ∗ 2 ∗ |E|

c. Pull periodically from friends. Same as above.

d. Push periodically (every k minutes) to all friends if the vertex has updates. If a node

updates two or more times during the k minutes, only one connection needs to be set up. This

will reduce the total network traffic in the way of local caching.

e. Social Score algorithm.

f. Approximate NDS algorithm.

The overall social traffic generated daily utilizing data dissemination method a, meth-
ods b and c with m = 1440, method d with k = 10, method d with k = 30, method d
with k = 60, and methods e and f.

Figure 2.11: The overall social traffic generated by different data dissemination methods.

We evaluate the above six algorithms by utilizing the Facebook dataset. For each wall

posting, we simulate generating social traffic by pushing or pulling defined by the methods.

The total daily social traffic is plotted in Figure 2.11. The first straight line is the plot for

methods b and c. We choose m = 1440 minutes, which is the total number of minutes in a day.
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The result shows that even with push or pull once per day between each pair of friends, the total

network traffic is still extremely high compared with other methods. The next set of lines in the

graph are for methods a and d, with k = 10, 30, and 60 minutes. The local caching mechanism

used in method d reduces the social traffic by 4.68%, 8.79%, and 11.92%. The bottom set

of lines shows the results by utilizing social caching methods, e and f, which can effectively

reduce the overall social traffic by 83.90% and 84.92%, respectively, compared with method

a. The performance of the two algorithms is similar given the current Facebook dataset. We

anticipate that, with different social graphs and social traffic patterns, the performance will be

different.

2.8 Summary

In this chapter, we introduced Social Butterfly, a novel peer-to-peer information dissemina-

tion model for distributed social networks based on social caches. We propose the Neighbor-

Dominating Set problem as a formal definition of the social cache selection problem and present

two algorithms for it. Evaluation with social traffic data made available from Facebook shows

that the use of social caches reduces total social traffic by up to 80%.

The social cache selection algorithms we discussed in this chapter are centralized algo-

rithms based on knowledge of the entire underlying topology of the social graph, and assume

the selected social caches are available all the time. Issues such as social traffic patterns, social

tie-strength [58], and availability models need to be considered. In the next chapter, we will

introduce the distributed algorithms for social cache selection.
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Chapter 3

Distributed Algorithms For Social Cache Selection

In Chapter 2, we proposed Social Caches, which are nodes selected to act as local bridges for

their friends in order to reduce the number of connections necessary to collect social updates

in DOSNs. We also propose Social Butterfly communication model for efficient social update

dissemination by utilizing Social Caches. However, the solution was not fully distributed, as it

required knowledge about the entire social graph topology.

In this chapter, we present SocialCDN, an efficient social content distribution system based

on a set of novel, fully distributed social cache selection mechanisms that does not require

global knowledge of the underlying social graph. Within the context of SocialCDN, we pro-

pose and analyze four distributed cache selection algorithms: Randomized algorithm, Triad

Elimination algorithm, Span Elimination algorithm, and Social Score algorithm. The Random-

ized algorithm, used as a baseline for comparison, elects caches based on a uniform probability.

In the two elimination algorithms (Triad Elimination and Span Elimination algorithms), each

pair of nodes selects a cache in the local neighborhood in a greedy manner and afterwards

minimizes the total number of caches. These algorithms are applicable to any arbitrary graph.

The Social Score algorithm is designed specifically for social graphs and takes into account

measures such as the centrality of a node in its local network. A node decides whether it will

become a social cache or not based on its local properties.

We evaluate the performance of these four cache selection algorithms on five different

graphs that can be grouped into three categories: Social, Semi-Social, and Non-Social Net-

work, and discover that the proposed algorithms perform almost as well as the centralized best

approximating algorithm, Approximate NDS algorithm [65] (discussed in Section 2.5.2) would

do. Besides the quantitative differences that we analyze extensively through simulation, we

also discuss the qualitative differences of the proposed algorithms.
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Existing distributed data dissemination approaches for DOSNs include [113] and My3 [109].

In [113], the authors proposed a P2P OSN that assumes that a user’s updates will reach another

user if there is a path in the overlay network between the two users. Sending content through

several links makes the system more vulnerable to failures and requires stronger incentives for

intermediary peers to store and transfer the content. In our Social Caching approach, content

can reach the other party through a common friend, which means within at most two-hops.

My3 [109] is a P2P based OSN that relies on users’ geographical locations and online time

statistics to provide availability. It uses the original Dominating Set (DS) problem to minimize

the number of replicas. Our method does not consider availability. Instead, we use the Neigh-

bor Dominating Set (NDS) problem to minimize the number of selected cache nodes in order

to improve social update dissemination efficiency. NDS is sufficiently different from the DS

problem to render the known DS approximation algorithms unusable in the NDS case.

There exist other data dissemination schemas such as gossip protocol [101], epidemic rout-

ing [145] and probabilistic routing based on prediction [89]. Giuliano Mega, et al. [101] pro-

pose a modified gossip protocol for data dissemination in DOSN. They utilize vertex centrality

and clustering to select the recipient of the gossip message. However, gossip protocol and

epidemic routing schema rely on a flooding technique, which does not help to reduce social

traffic. Prediction-based methods do not work for social update distribution, since publishing

and browsing in OSNs, although they usually follow certain daily patterns, are very hard to

predict.

We discuss the SocialCDN system model and approach in Section 3.1. Section 3.2 clarifies

the notations used in the chapter. Section 3.3 presents the four distributed social cache selection

algorithms. In Section 3.4 we discuss the properties and measurements of the five social graphs

we used for evaluation. The evaluation of the four methods using the social graphs is presented

in Section 3.5. Section 3.6 presents the mechanism to maintain cache consistency. We discuss

open questions for socialCDN in Section 3.7, and Section 3.8 concludes the chapter.
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3.1 SocialCDN

In this section, we first present the underlying models on which the SocialCDN relies. The

second half of this section presents the SocialCDN approach for social update dissemination in

distributed OSNs.

3.1.1 Model

SocialCDN works by making the following assumptions about the underlying communication

network, social graph, and trust:

• Network and Communication. For simplicity’s sake, we assume a static network and

a standard synchronous round-based distributed communication model. In particular, we

assume that, once selected, the cache nodes are always available.

• Social Graph. SocialCDN assumes that each node knows its immediate friends and its

two-hop friends. Knowing two-hop neighbors is a common feature in today’s OSNs that

allows users to see friends-of-friends’ comments, and to expand their networks of friends.

We also assume that social links in the social graph are equal; and that there are no edge

weights to represent social tie strength, distance, delays or communication loads.

• Trust and Altruism. SocialCDN assumes friends are trust worthy and altruistic. In

other words, they do not misbehave and are willing to cache content for their friends

without compensation. Furthermore, we assume that the social cache altruism applies

to friends only, for whom personal bandwidth and storage can be sacrificed. Reputation

and economic models are outside the scope of this dissertation.

With all these simplifying assumptions, our problem is still an NP-complete optimization

problem.

3.1.2 Approach

Within a pure DOSN, dissemination of social updates among friends necessitates that O(n2)

(where n is the number of friends) network connections be established, which can significantly
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An example of SocialCDN network with six nodes, where node C is selected as the
social cache in this example. Nodes A, B, D, E, and F send their social updates to
node C, and fetch their friends’ updates from node C as well. The system takes social
graph topology, social properties, social tie strength, social traffic pattern, etc. (in the
box to the left) as input parameters for deciding the cache.

Figure 3.1: An example of a SocialCDN.

degrade the performance compared to a centralized DSN. SocialCDN utilizes social caches to

reduce the total number of P2P connections necessary for social update dissemination within

a DOSN. Nodes push their social updates to, and fetch those of their friends from the social

caches they are connected to. If the number of selected caches is significantly less than the

number of friends, then the use of social caches will significantly reduce the total connections

when compared to a fully P2P pull/push approach. This is why, in this dissertation, the goal is to

minimize the number social caches using fully distributed algorithms. Therefore, the following

constraint that we discussed in Chapter 2 still holds when selecting social caches distributedly:

social caches are a subset of vertices in the graph, where a vertex is either a social cache or

connected to a social cache, and where any pair of friends must have at least one common

friend who is a social cache, if neither of them is a social cache.

Although both SocialCDN and CDN rely on caching schemas for content delivery, the

selection methods they employ are completely different. CDN technology selects the edge

server depending on the geographic location of the users, edge server traffic loads, and network

conditions such as bandwidth, as shown in Figure 3.2. SocialCDN decides the placement of

social caches based on social graph topology, social properties, social tie strength, social traffic

pattern, etc., as shown in Figure 3.1.
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An example architecture of a Content Delivery Network (CDN). The graph illustrates
how the CDN system selected an edge server to serve the end user request. The
edge server selection is decided by the current Internet conditions, the end users
geometry location, etc., as shown in the box to the right.

Figure 3.2: An example architecture of Content Delivery Network(CDN).

3.2 Notation

In general, we use G = (V,E) to represent an undirected graph, where V is the set of vertices,

and E is the set of edges. The terms social network user, vertex and node are used interchange-

ably to represent a vertex in the graph.

We also define the following notations:

• deg(v) to be the degree of node v.

• N(v) to be node v’s one-hop neighbors.

• The set of edges covered by node v, Sv, is the subset of E and is composed of any

e = (α, β) ∈ E iff v ∈ (N(α) ∩N(β)) ∪ {α, β}.

• size(Sv) denotes the number of edges in Sv. An edge e could be covered by multiple

nodes depending on the topology of the graph.
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• T (v) is the number of Transitive Triads a node v is part of. One of the basic units of

social network theory is the Dyad, which is a pair of parties who may or may not share

a social relation. A Triad is a set of three parties and consists of three dyads. A triad is

transitive if when there is a tie between party A and party B and between B and a third

party C, then there is also a tie between A and C.

• CN(u, v) or CN(e) denotes the set of common neighbors of edge e = (u, v).

During the execution of a cache selection procedure:

• A node v belongs to one of the following categories:

i) Black: v is selected as a social cache;

ii) Grey: every edge in Sv is covered by social caches, but v is not selected as a social

cache;

iii) White: v is not a social cache and there is at least one edge in Sv that has not been

covered.

• The edges covered by a social cache are green edges, others (uncovered edges) are red

edges.

• Define span(v) to be the number of red edges in Sv. At the beginning of a selection

procedure, span(v) = size(Sv), but it decreases as the algorithm executes, and will be

0 when the algorithm terminates.

3.3 Distributed Social Cache Algorithms

In this section, we present four distributed social cache selection algorithms that will be used

to solve the following cache selection problem: find the smallest set of cache nodes such that

each edge is connected by at least one social cache if none of its endpoints is a social cache.

The problem is also formulated as a Neighbor-Dominating Set problem [65] in Section 2.5.1

and is defined as:

“ The Neighbor-Dominating Set of graph G = (V,E) is the set S ⊆ V of vertices

such that for each edge (u, v) ∈ E, there exists a w ∈ S satisfying w ∈ (N(u) ∩
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N(v)) ∪ {u, v}. Given a graph G = (V,E), find a Neighbor-Dominating Set of

smallest size.”

In the Randomized algorithm, each node elects itself as a social cache with a probability of

θ, which is predefined. We use this method mainly as a baseline for evaluation and compari-

son with the other three. Triad Elimination and Span Elimination algorithms are elimination

methods that work in two phases. During the first phase, a social cache for every edge is se-

lected based on how many transitivity triads a node is a part of, or span of a node, respectively.

During the elimination phase, redundant caches are reduced as much as possible. The Social

Score algorithm works by utilizing the social score probability, which is derived from the social

score [65] that has been discussed in Section 2.5.3: a measure that captures the centrality of a

node in its local network. 1

3.3.1 Randomized Algorithm

We use the Randomized algorithm as a baseline for evaluation and comparison with the other

three algorithms. The algorithm works by letting node v elect itself as a social cache with a

threshold probability of θ. More precisely, each node applies the distributed algorithm in the

following steps until all edges in the graph are colored green:

a. calculate span(v),

b. if span(v) == 0, (meaning that the edges in Sv are all marked as green), node v makes

itself as grey and quits the loop.

c. if span(v) > 0, generate a number p(v) ∈ [0, 1] uniformly at random. If p(v) > θ, node

v elects itself as a social cache, marks itself as black and all edges in Sv as green, informs its

neighbors about its election and quits the loop.

The pseudo code for the algorithm is given in 3.

We use the graph in Figure 3.3 as an example to explain all the distributed social cache

selection methods. Given the social graph in Figure 3.3, we assume that node i generates

a random number p(i) in each iteration. Consider the following scenario: p(3) > θ, and

1The Social Score algorithm in this Chapter is a fully distributed algorithm, with is different from the one
discussed in Section 2.5.3, although they share the same name.
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Algorithm 3: Randomized Algorithm
while color(v) == white do

count span(v);
if span(v) == 0 then

mark v as grey
end if
if span(v) > 0 then

p(v) = generate a random prob
if p(v) > θ then

mark v as black
mark edges in Sv as green

end if
end if

end while

Figure 3.3: Graph to illustrate distributed cache selection algorithms.

p(i) < θ for i = 1, 2, 4, 5, 6. In this case, during the first iteration, node 3 elects itself as a

social cache, and marks edges {e1, e2, e3, e4, e5, e6} as green. Therefore, randomly electing

a node from node {4, 6} will cover the whole graph. It is clear that the performance of this

method is determined by the predefined θ. The performance evaluation will be discussed in

Section 3.5.1.

3.3.2 Triad Elimination Algorithm

Both the Triad Elimination algorithm and the Span Elimination algorithm (Section 3.3.3) have

two phases: the selection phase, and the elimination phase. During the selection phase, a social

cache is selected for every edge based on how many transitivity triads the node is a part of,

or on the span of a node, respectively. During the elimination phase, the redundant caches are

reduced as much as possible. Both algorithms terminate within a constant number of rounds:

two rounds. We will discuss the Transitive Triad elimination algorithm in this section, and the

Span elimination method in the next Section.
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In the cache selection phase, each node v calculates T (v) as the number of transitive triads

it is part of. Note that it is relatively easy to figure out how many triads a node is part of once

the node knows its two-hop neighbors. For each edge e = (u, v), nodes u and v exchange their

T (v) and T (u), and select the one with higher T to be the Temporary Social Cache for the

edge, as TSC(e). In the case T (u) = T (v), the choice is made randomly. Each node v will

keep track of the status of every edge e ∈ Sv, and the TSC(e) associated with the edge.

Node 1 2 3 4 5 6
Transitive Triads, T (v) 1 1 2 1 1 0
Size of span, size(Sv) 3 3 6 4 3 1

Table 3.1: T (v) and size(Sv) of each node for the graph in Figure 3.3.

The selection phase enables all edges to be covered, i.e., green, however, the number of

caches is not optimal. For example, in a graph with three nodes A, B and C forming a transitive

triad, it is possible to select all three nodes as caches in the worst case, as T (v) = 1 for

all of them. In fact, choosing one node as the cache is the optimal solution for this graph.

This observation gives us insight into the elimination: if two nodes of an edge have common

neighbors, we can compare among all common neighbors to select the one that has a higher

span to be the social cache.

The elimination phase reduces redundancy by utilizing the fact that every common neighbor

of an edge can also be a cache for that edge, besides the two endpoint nodes. The temporary

cache for each edge contacts all the common neighbors of e = (u, v), checks how many times

each of them has been selected during the selection phase, and chooses the one that has been

selected the most number of times as the final social cache for that edge. More precisely, the

temporary cache TSC(e) for each edge e = (u, v) compares the number of times it has been

selected freq(TSC(e)) with freq(w) for every w ∈ CN(u, v). Node n ∈ {u, v} ∪ (N(u) ∩

N(v)) with the highest freq(n) will be selected as a cache for that edge. Node n marks itself

as black, marks edges in Sn as green, informs its friends about its selection, and terminates the

algorithm.

Given the graph shown in Figure 3.3, the number of transitive triads for each node v is listed

in Table 3.1. The selected TSC(e) and the common neighbors CN(e) are listed in Table 3.2.

Since T (1) = T (2), we select node 1 (uniformly at random) as TSC for edge e1. A similar
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Edge e1 e2 e3 e4 e5 e6 e7
CN(e) {3} {2} {1} {5} {4} {3} {}

Triad Elimination Method
TSC(e) 1 3 3 3 3 4 4

Cache selected 3 3 3 3 3 3 4
Span Elimination Method

TSC(e) 3 3 3 3 3 3 4
Cache selected 3 3 3 3 3 3 4

Temporary social cache and final social cache selected utilizing the two elimination
algorithms. TSC(e) selected are different for the two algorithms, but the final cache
selection is the same.

Table 3.2: Measurements for the elimination algorithms.

situation happens for edge e6, where node 4 is selected as a temporary social cache. Further,

node 3 is selected as a TSC for edges e2, e3, e4 and e5, since T (3) > T (1), T (2), T (4), T (5).

Finally, T (4) = 1 > T (6) = 0, and node 4 will be selected for edge e7. During the elimination

phase, node 3 is selected for edges {e1, e2, e3, e4, e5, e6}, and node 4 is selected as for edge

e7 based on frequency. The results are listed in Table 3.2.

3.3.3 Span Elimination Algorithm

As in the Triad Elimination algorithm, each node v initially calculates Sv, the set of edges that

it covers. During the selection phase, nodes u and v of each edge e = (u, v) exchange size(Su)

and size(Sv), and select the node with the higher value to be a temporary cache. The selected

node further contacts the common neighbors of edge e, compares size(Sn) with every node

n ∈ {u, v}∪ (N(u)∩N(v)), and selects the node w that has the largest size(Sw) as TSC(e).

The elimination phase is similar to the Triad Elimination algorithm. The temporary cache

TSC(e) for each edge e contacts every nodew ∈ CN(u, v), compares the freq(TSC(e)) with

freq(w) and selects node n ∈ {u, v} ∪ (N(u) ∩ N(v)) that has the highest freq(n). Node

n marks itself as black, marks edges in Sn as green, informs its neighbors, and terminates the

algorithm.

For the graph shown in Figure 3.3, Table 3.1 lists size(Sv) for each node v. Both nodes

1 and 2 cover three edges, and their common neighbor CN(1, 2) is node 3, which covers
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six edges. Therefore, node 3 is selected as TSC(e1). Node 3 is also selected as a tempo-

rary social cache for edges e2, e3, e4, and e5. Since S4 = 4 > S6 = 1, node 4 is selected

for edge e7,. During the elimination phase, node 3 is selected as the social cache for edges

{e1, e2, e3, e4, e5, e6} since it has the highest selection frequency. Node 4 remains the cache

for edge e7. The results are shown in Table 3.2 (in the Span Elimination section). Note that the

TSCs selected by the Span Elimination algorithm are the same as the final caches, indicating

that Phase 1 alone is efficient in cache selection.

3.3.4 Distributed Social Score Algorithm

The Social Score algorithm selects social caches based on a node’s Social Score Probability,

ss prob(v), which is calculated according to equation 3.1. The ss(v) in the formula is the

Social Score (discussed in Section 2.5.3) of node v to measure the centrality of a node in its

local network.

ss prob(v) =

 1− 1/ss(v) if ss(v) ≥ 1

0 if ss(v) < 1
(3.1)

The social score of a node is a combination of the Clustering Coefficient cc(v) [71], the

Egocentric Betweenness Centrality ebc(v) [97] and the vertex degree, and is defined by equa-

tion 3.2.

ss(v) = [(1− cc(v)) + ebc(v)] ∗ deg(v) (3.2)

The Clustering Coefficient quantifies how well connected are the neighbors of a vertex in a

graph, and is defined as in Equation 3.3:

Ci =
2T (i)

deg(i)(deg(i)− 1)
(3.3)

where T (i) is the number of transitive triads node i is part of. An Egocentric network is a

“local” network consisting of an individual node and its immediate neighbors. Betweenness
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Centrality measures the influence a node has over the spread of information through the net-

work, and is defined by Equation 3.4:

BC(i) =
∑
s 6=t6=i

σst(i)

σst
(3.4)

where σst is the total number of shortest paths from node s to t, and σst(i) is the number of those

paths that pass through i. Egocentric Betweenness Centrality is the betweenness centrality

of a vertex in its egocentric network. It also indicates how many additional pairs of nodes

among the neighbors could be connected if the vertex were selected as a social cache. Given

the assumption that each node v knows its two-hop neighbors, the clustering coefficient and

egocentric betweenness centrality can be locally calculated. Therefore, ss(v) and ss prov(v)

can be calculated using local information only.

Algorithm 4: Social Score Algorithm - Phase 1
calculate ss prob(v)
if ss prob(v) > ρ then

mark itself as black (*social cache*)
mark edges in Sv as green
inform every node in N(v)

end if

Algorithm 5: Social Score Algorithm - Phase 2
while span(v) > 0 do

calculate ratio(v)
if (ratio(v) > γ) then

mark v as black (*social cache*)
make red edges in Sv as green

else
γ− = RATIO STEPSIZE
recalculate span(v)

end if
end while

The social score algorithm executes in two stages by utilizing two predefined variables, the

threshold probability, as ρ, and the ratio threshold, as γ. First, each node v calculates its ss(v)

and ss prob(v), and elects itself as a social cache if ss prob(v) > ρ, then marks itself as black,

marks edges in Sv as green, and informs its neighbors as presented in Algorithm 4. Next, each
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node that has not been elected executes the following steps in iterations locally. In each loop,

node v re-calculates its span(v) and color. If every edge in Sv is green and thus span(v) =

0, node v marks itself as grey and exits the loop. Any node v with span(v) > 0 calculates a

ratio, ratio, ratio(v), which is defined in Equation 3.5. If ratio(v) > γ, node v elects itself as

a social cache, marks itself as black, marks red edges in Sv to green, and notifies its neighbors

as shown in Algorithm 5.

ratio(v) = span(v)/size(Sv) (3.5)

In the second stage, span(v) either decreases or remains the same after each iteration. If

node v is elected, span(v) becomes zero. If an edge in Sv is marked as green (by another

social cache), span(v) decreases. Otherwise, span(v) remains the same. ratio(v) changes

with span(v) according to equation 3.5 ,and eventually the algorithm stops once ratio(v) ≤ γ

for node v. Therefore, γ needs to be decreased by step size RATIO STEPSIZE after each

iteration to cover every edge in the graph, as is shown in Algorithm 5

Node Social Score Social Score Probability
1 0.0 0
2 0.0 0
3 16/3 13/16
4 12/3 9/12
5 0.0 0
6 1.0 0

Table 3.3: ss(v) and ss prob(v) for each node in Figure 3.3.

Consider again the graph shown in Figure 3.3, the social scores and the corresponding

probabilities are listed in Table 3.3. If we set the ρ to be 0.75, nodes 3 and 4 will be elected as

social caches during the first stage. In the second stage, nodes 1, 2, 5, 6 re-calculate their spans,

which are now equal to zero. They mark themselves as grey and terminate the algorithm.

3.3.5 Algorithm Complexity

As we discussed in Section 3.1, we utilize a standard synchronous model for computation.

During a communication step (or round), each node can exchange one message with each
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of its neighbors. The time complexity of the algorithm is measured by the total number of

communication steps.

Both the Triad Elimination and Span Elimination algorithms terminate in two rounds. In

the first round, each pair of connected nodes u, v exchange their T (u), T (v) or size(Su),

size(Sv) values respectively, to determine the temporary social caches. Note that even for the

Span Elimination algorithm, since every node u exchanges size(Su) with every neighbor, the

information is sufficient to elect a temporary cache. In the second round, each temporary social

cache TSC(e) exchanges how many times it has been selected with all common neighbors of

u and v to make a final decision. Therefore, the algorithms terminate in two rounds.

The Social Score algorithm terminates in: 1 + 1/RATIO STEPSIZE rounds. In the

first round, each node decides whether it has been elected as a social cache by comparing its

social score with ρ, and informs its friends about the election. Next, any node that has not been

elected executes Algorithm 5, where γ is first set to 1, and decreases byRATIO STEPSIZE

in each iteration until the algorithm terminates.

The time complexity in terms of rounds and communication complexity (messages) for

each algorithm are listed in Table 3.4.

Algorithm Time Complexity Communication Complexity

Transitive Triads 2 4|E|

Span 2 4|E|

Social Score 1 + 1
RATIO STEPSIZE |E|+ |E|

RATIO STEPSIZE

Time complexity in number of rounds, and the communication complexity in num-
ber of messages exchanged for Transitive Triad, Span Elimination and Social Score
algorithms.

Table 3.4: Time and communication complexity for distributed algorithms.

3.4 Graph and Social Properties

To evaluate the proposed distributed social cache selection algorithms, we choose five widely

used graphs, namely, Facebook graph [147], Enron email graph [81], Coauthor graph [29],

Citation graph [27], and Autonomous Systems networks graph [88].
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We will present graph characteristics for each dataset, and discuss the classifications of the

graphs in Section 3.4.1. Since cache selection algorithms utilize diverse social properties, we

will discuss them for each graph in Section 3.4.2.

3.4.1 Dataset Descriptions

Social and Non-Social Graph

We consider the selected graphs as un-directed graphs that fall into three categories: Social

Graph, Semi-Social Graph, and Non-Social Graph.

Facebook, as one of the most popular OSNs, is a typical Social Graph, and is used for

personal socialization and communication. The Enron graph [81] represents social connec-

tions, but only when one person sends an email to another during the data collection period.

The Facebook graph represents cumulative social connections from the day the user registers

with Facebook until the data is collected; while the Enron graph only illustrates periodical

social connections during the crawling duration for the dataset. Therefore, we consider the

Enron graph to be a Semi-Social Networks graph. The Coauthor graph [29] and the Citation

graph [27] are also Semi-Social Networks: the Coauthor graph shows how authors collaborate

to produce papers, while the Citation graph shows how papers cite each other. The coauthor

graph may show high clustering property, since researchers from the same institutes/labs are

more likely to collaborate. Both of them only show partial connections between the human’s

and the paper’s professional life. They give partial information about a person’s scientific re-

lationship with other scientists. The graph of routers comprising the Internet can be organized

into sub-graphs called Autonomous Systems (AS). Each AS exchanges traffic flows with some

neighbors (peers), and is considered a Non-Social Graph.

Bipartite and Unipartite Graph

Facebook represents a social graph with a single type of node, users, where the edges are the

direct relationships between the nodes. On the other hand, the Enron graph can be regarded as

derived from an Enron Bipartite graph, which includes two types of nodes, the employee nodes

and the email nodes. An employee node is connected to an email node if the employee is either
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Metrics Graph
Facebook Enron Citation Coauthor AS

Number of Edges 817090 183831 705084 3742140 23409
Number of Vertex 63731 36692 27400 511164 11174

Degree

max 1098 1383 2468 597 2389
min 1 1 1 1
avg 25.64 10.02 25.70 7.32 4.19

median 10 3 15 4 2
% of nodes in transitive triads 77% 67% 40% 87% 41%

size(Sv)
max 20189 18770 35995 9661 6027
min 1 1 1 1 1
avg 190.47 69.46 187.60 30.16 9.53

Table 3.5: Statistics of the five graphs.

a sender or a recipient of that email. The edges and nodes in the Enron graph are transformed

in the following way: there is an edge between two employee nodes if they are connected by

a common email node, that is, if they communicate via email. Similarly, the Coauthor and

AS graphs are regarded as Bipartite graphs in the sense that Coauthor graph is derived from a

Bipartite graph consisting of paper nodes and author nodes; the AS graph is transformed from

a Bipartite graph with router nodes and traffic flow nodes. Facebook and Citation graphs are

Unipartite graphs, since these two graphs only have a single type of node, the Facebook users,

and the papers, respectively.

Graph Statistics

The statistics about the number of vertices/edges and the node degree are listed in Table 3.5.

The Facebook graph [147] has 807090 edges connecting 63731 vertices with an average degree

of 25.64. The Enron email graph involves 36692 users and 183831 edges with an average node

degree of 10.02. The Coauthor graph includes 511164 authors connected by 3742140 links

with average degree of 7.32, while the Citation graph has 27400 papers connected by 705084

links with the average node degree equals to 25.70. AS includes 11174 nodes and 23409 edges,

and the average node degree is 4.19.

Figure 3.4 is a log-log scale plot of the node degree distribution for the five datasets. The x

axis represents the node degree, and the y axis is the number of nodes having that degree. The

Bipartite graphs, Coauthor, Enron and AS, exhibit characteristic power law distribution.
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Figure 3.4: The log-log plot of node degree distributions.

3.4.2 Social Properties

In this section, we will discuss the social properties and measurements utilized in the distributed

cache selection methods.

Social Properties for Elimination Algorithms

Table 3.5 displays the percentage of nodes that are involved in at least one transitive triad in

each graph. This measurement affects the performance of the Triad Elimination method. The

Coauthor graph has the highest value, and we believe the reasons are twofold. First, research

papers are more likely to be composed by authors from the same lab or institute, and the same

group of authors tends to collaborate to produce papers. Second, the Coauthor graph is crawled
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from the DBLP conferences; authors from this area tend to submit papers to the same con-

ference over several years. The Facebook and Enron email graphs have higher percentages

of nodes involved in transitive triads. This is because of the social network principle: “your

friend’s friends are more likely to be your friends”. The Citation and AS graphs have smaller

percentages of nodes involved in a transitive triad compared with the other three graphs.

Table 3.5 also includes statistics on the Span of a node (number of edges covered by a

node), as size(Sv). size(Sv) affects two cache selection algorithms: the Randomized algo-

rithm, and the Span elimination algorithm. For any node v, size(Sv) ≤ deg(v)∗(deg(v)+1)/2.

Therefore, it is no surprise that on average size(Sv) correlates with deg(v). The Citation graph

has the highest value for the max(size(Sv)) as well as the max(deg(v)).
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Figure 3.5: Boxplot of Clustering Coefficient and Egocentric Betweenness Centrality.

Social Properties for Social Score Algorithms

The Social Score algorithm utilizes Clustering Coefficient, Egocentric Betweenness Centrality

and degree of a vertex.

The boxplot of the Clustering Coefficient for each graph is shown in Figure 3.5(a). The

clustering coefficient tells how well connected the neighborhood of a node is. With lower

quantile and median equal to the minimum, the clustering coefficient boxplot for the AS graph

shows that at least half of the users have a clustering coefficient equal to 0, and neighbors of
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a node tend to be poorly connected. The boxplot for the Coauthor graph has the same upper

quantile as the maximum with the median around 0.8. We believe this is because coauthors

comprise highly connected local communities for collaboration. The boxplot of the Enron

graph is evenly distributed among [0,1]. The boxplots for the two Unipartite graphs, Facebook

and Citation, show similar layouts. The median for the Facebook graph is lower than for

the Citation graph showing that vertices in the latter connect more closely than those in the

Facebook graph.

The boxplot of Egocentric Betweenness Centrality is in Figure 3.5(b). The plots for the two

Unipartite graphs, Facebook and Citation, are again similar, with the Facebook graph having a

higher median. This illustrates that on average, a vertex in the Citation graph connects more

non-connected vertices than does a vertex in Facebook graph. The median and lower quantile

equal the minimum value in the Enron, Coauthor and AS graphs (the three Bipartite graphs).

This demonstrates that at least half of the vertices are not centered in their egocentric graphs,

hence, are unlikely to be selected as caches. The evaluation results in Section 3.5.3 verify this

by showing that the number of social caches selected is less than half the number of vertices no

matter which cache selection method is used for these three graphs.

We also calculate the social score, ss(v), and the social score probability, ss prob(v) for

every node v in each graph. The social score distributions in the 3D coordinate system formed

by node degree, Clustering Coefficient(CC), and Egocentric Betweenness Centrality (EBC),

are presented in Figures 3.6, 3.7, 3.8, 3.9, and 3.10 with degree as the x axis, clustering

coefficient as the y axis, and egocentric betweenness centrality as the z axis. The dots are the

social scores, which are calculated based purely on local information.

Figure 3.11 shows the boxplot of the social score probability, ss prob(v), for each graph.

The three Bipartite graphs, Enron, Coauthor, and AS, have medians and lower quantiles equal

to the minimum (0). The Unipartite graphs, Facebook and Citation, have medians greater than

0.9 and lower quantiles greater than 0.7. This means that the percentage of vertices elected as

social caches in the Facebook and Citation graphs (Unipartite) is greater than in the other three

graphs.

Facebook and Citation, as Unipartite graphs, have similar graph and social properties in
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Social score plot for Facebook graph in the 3D coordinate system composed of ver-
tex degree, clustering coefficient, and egocentric betweenness centrality (x, y, and z
axes, respectively).

Figure 3.6: Social score plot of Facebook graph.

Social score plot for Enron graph in the 3D coordinate system composed of vertex de-
gree, clustering coefficient, and egocentric betweenness centrality (x, y, and z axes,
respectively)..

Figure 3.7: Social score plot of Enron graph.

terms of average node degree, percentage of nodes in transitive triads, average number of edges

covered (size(Sv)), clustering coefficient and egocentric betweenness centrality distributions,

as well as social score probability. Since we utilized these social properties in the cache selec-

tion methods, we believe that these similarities will translate into similar performance of the

corresponding methods.
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Social score plot for Citation graph in the 3D coordinate system composed of ver-
tex degree, clustering coefficient, and egocentric betweenness centrality (x, y, and z
axes, respectively).

Figure 3.8: Social score plot of Citation graph.

Social score plot for Coauthor graph in the 3D coordinate system composed of ver-
tex degree, clustering coefficient, and egocentric betweenness centrality (x, y, and z
axes, respectively).

Figure 3.9: Social score plot for Coauthor graph.

3.5 Evaluation

We evaluate four distributed social cache selection algorithms using the five graphs that range

from “Social Graph” to “Non-Social Graph”, and “Unipartite Graph” to “Bipartite Graph” as

discussed in Section 3.4 in order to answer the following questions:
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Social score plot for AS graph in the 3D coordinate system composed of vertex de-
gree, clustering coefficient, and egocentric betweenness centrality (x, y, and z axes,
respectively).

Figure 3.10: Social score plot of AS graph.
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Figure 3.11: Boxplot of the social score probability for each graph.

• Which cache selection algorithm performs best in terms of number of caches selected?

• Do the social properties discussed affect the cache selection algorithm performance? If

so, how ?

• Do particular graph categories, e.g. social/semi-social/non-social graph, or bipartite/uni-

partite graph, affect the selection of caches?

We will first present some results regarding the Randomized and Social Score algorithm,

and then compare the four algorithms.
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3.5.1 Randomized Algorithm

To evaluate the Randomized algorithm, we vary the probability threshold, θ, and run the al-

gorithm 10 times for any given θ on each graph. As we anticipated, the algorithm converges

slowly since it is based on randomly generated numbers.

From this section, we will compare the performance of different algorithms given the five

graphs. Since each graph has different |E| and |V |, we use fraction of nodes (edges) for com-

parison purpose. Figure 3.12 displays the fraction of nodes elected as social caches with error

bars (y axis) when varying θ (x axis) for the five graphs. The minimum value of θ we test

is 0.90, since the fraction of nodes elected shows a clear pattern of stability for every graph.

Specifically, as θ decreases, the fraction of nodes elected remains almost the same for the Face-

book and Citation graphs, but increases slightly for the Enron and Coauthor graphs. As for

the AS graph, the results zigzag as θ decreases, and we believe it is due to the following two

reasons: (i) the Randomized method is based simply on randomly generated numbers, which

makes it unpredictable; (ii) the topology of the AS graph differs from the other four graphs as

it is a “Non-Social” graph.
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Figure 3.12: Fraction of nodes elected as social caches.
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3.5.2 Social Score Algorithm

The performance of the Social Score algorithm is determined by two key parameters: the so-

cial score probability threshold ρ and the ratio threshold γ. Therefore, we perform a set of

experiments to answer the following questions:

(i) What are the fraction of nodes elected and the fraction of edges marked as green after

stage 1 (Algorithm 4) when varying the ρ?

(ii) What is the number of social caches elected by the algorithm when varying both ρ and

γ?

(iii) How does the algorithm eventually converge?
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the first phase of the algorithm when varying the ρ. For each line, the left most point
represents ρ = 0.995, and the following points represent ρ decreases by 0.05 to 0.9.

Figure 3.13: Fraction of nodes elected v.s. fraction of edges marked as green.

First, we observe stage 1 of the algorithm, where nodes elect themselves based on the social

score probability. Figure 3.13 plots the fraction of edges marked as green (y axis) depending

on the fraction of nodes elected as social caches (x axis). For each line (corresponding to one

of the five graphs) the leftmost symbol represents ρ = 0.995, the following symbols represent

ρ decreased by 0.05 and the rightmost symbol corresponds to ρ = 0.9. Thus, we increase the



80

fraction of nodes selected (x-axis) by decreasing the threshold probability. As we decrease ρ,

the fraction of social caches elected and the fraction of edges marked as green both increases.

As we discussed in Figure 3.11, more than 50% of vertices in both the Facebook and Citation

graphs have a social score probability greater than 0.9. Therefore, more than 60% of nodes are

elected as social caches for these two graphs when ρ reaches 0.9. For the other three graphs,

less than 20% of the nodes are elected after the first phase of the algorithm. In each graph, the

fraction of edges that are covered after the first phase approaches 100%.

 0.1

 0.2

 0.3

 0.4

 0.5

 0.6

 0.7

 0.9 0.91 0.92 0.93 0.94 0.95 0.96 0.97 0.98 0.99 1

F
ra

c
ti
o
n
 o

f 
n
o
d
e
s
 s

e
le

c
te

d
 a

s
 s

o
c
ia

l 
c
a
c
h
e

threshold probability

Facebook
Enron

Citation
Coauthor

AS

Figure 3.14: Fraction of vertices elected as social caches when varying ρ.

Second, we study the number of caches elected when the algorithm finishes. The re-

sults are shown in Figure 3.14. The x axis represents ρ ranging from 0.99 to 0.9, and the y

axis is the fraction of nodes elected as social caches. In this plot, γ is first set to 0.95 and

RATIO STEPSIZE is set to 0.05. The fraction of nodes elected decreases as ρ decreases.

This is because decreasing ρ enables stage 1 of the algorithm to elect more social caches, hence,

covering a larger portion of the edges in the graph. For the Unipartite graphs, Facebook and

Citation, the fraction of nodes elected as social caches reaches a minimum (optimal value) at

ρ = 0.97. This is due to the fact that, in the two Unipartite graphs, approximately 30% of the

nodes have a social score probability between 0.97 and 0.99, as shown in Figure 3.11. Reach-

ing an optimal value is observed for the Enron graph as well. This can be explained by the fact
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Figure 3.15: Convergence of the Social Score algorithm on five graphs.

that, for the particular probability threshold optimal number, more edges become green during

the first phase. For the other two graphs, Coauthor and AS, the number of caches decreases as

the probability decreases.

Finally, we discuss how the algorithm converges when varying γ for different values of ρ.
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We use the fraction of green edges in the graph as the measurement to evaluate the convergence

rate. The plots are in Figure 3.15, where the x axis represents γ, and the y axis represents the

fraction of green edges in the graph. The different colored lines in each subgraph show, from

bottom to top, γ varying from 0.9 to 0.99, with a stepsize of 0.05. From Figure 3.15, it can be

concluded that the convergence rates for all five graphs are very similar. In the AS subgraph,

there is a spike the γ decreases from 0.6 to 0.4. We believe that this is because the number of

nodes with degree equal to 1 is non-negligible; these nodes will be elected as social caches only

when the ratio threshold decreases to 0.5. Indeed, a large portion, 3866 out 11174 vertices in

the AS graph, have degree equal to 1.

3.5.3 Comparison of the Four Algorithms

We evaluate the performance of the four proposed algorithms further by comparing the percent-

age of nodes selected as social caches. Specifically, we compare them with the Approximating

NDS algorithm introduced in Section 2.5.2, which is a centralized cache selection method that

has an O(logm) approximation to the cache selection (Neighbor-Dominating Set) problem,

where m is number of edges in the graph.

Table 3.6 lists the fraction of nodes selected as social caches when different methods are

applied to each graph. (The number of caches selected is also listed in parentheses for compar-

ison purposes.) Because the cache selected by the Randomized method does not change much

as a function of θ, we choose θ = 0.99 for the comparison. The results for the Triad and Span

elimination methods are an average of ten runs to reduce possible bias. The standard deviation

in the experiment is also listed. We choose ρ = 0.95 for the Social Score method because it is a

reasonable value for all five graphs, as is clear from Figure 3.14. The fraction of nodes selected

as social caches for each graph is also plotted in Figure 3.16. From Table 3.6 and Figure 3.16,

we observe that the two Unipartite graphs, Facebook and Citation, select 20% more than the

other three graphs no matter which cache selection method is used, which confirms our initial

guess in Section 3.4.2. We believe that the social properties discussed in Section 3.4.2 are the

key influencers for social cache selection and placement.

From Table 3.6, it is clear that the Span Elimination method selects the least number of
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Figure 3.16: The fraction of nodes selected as social caches.

caches outperforming the other three cache selection methods, and approaches the Approxi-

mation NDS algorithm for the given graphs. Since the caches selected by the Approximation

NDS algorithm can dramatically reduce network connections, caches selected by our proposed

method can therefore reduce network connections in great magnitude as well.

Figure 3.16 shows that while all three algorithms, Span Elimination, Triad Elimination,

and Social Score perform similarly well, all three are about 15% lower than the centralized

best known approximation algorithm, Approximate NDS algorithm. The Span Elimination

algorithm performs best in all cases, although occasionally (Facebook data), the performance of

Social Score is comparable. We believe this is because the Social Score algorithm is specifically

designed for Social Graphs, e.g. Facebook. It works better for a Social Graph than for graphs

in the other categories. The Span elimination algorithm outperforms the Triad elimination,

mainly because it takes into account the span of a node, in addition to the number of triads

around the node.
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3.6 Cache Maintenance

As OSN friends join and leave over time, the underlying social graph changes as well, requiring

a re-election of social caches. In this section, we discuss the Least Cache Re-election (LCR)

mechanism, which maintains the proper set of caches while reducing the re-election overhead

as much as possible. The mechanism is inspired by the Least Cluster Change approach [26]

proposed for Mobile Ad Hoc networks.

When a node enters or leaves a social network or when new connections are created or

existing ones removed, a procedure called friending or de-friending takes place. With respect

to friending, three scenarios are of interest for our purpose: a cache node friends a non-cache, a

non-cache friends a non-cache, and a cache friends a cache. In order to reduce the maintenance

overhead, the LCR does not perform re-elections when a non-cache node friends a cache or

when a cache friends another cache. Although these actions may result in redundant caches,

the existing set of caches will still be a Neighbor-Dominating set.

When a non-cache node friends another non-cache node, a cache reelection occurs to ensure

that a cache node is available for this newly formed connection. In this case, the two non-

cache nodes u and v will exchange their friend lists and calculate their common neighbor set

CN(u, v). If there exists at least one cache in CN(u, v), no re-election is needed. Otherwise,

a new cache node needs to be elected between u and v. Depending on which cache selection

method is used, they compare the corresponding measurements, (e.g.: exchange T (v), T (u) if

the Triad Elimination method is in use) and select a cache according to the algorithm. This

procedure is further explained in Algorithm 6.

Algorithm 6: Least Cache Re-election for Friending
when node u and v are friending
if u is a non-cache and v is a non-cache then

exchange the social measurement
select the one with higher value

else
do nothing

end if

Similarly, we consider the following scenarios when de-friending occurs: a cache node de-

friends a cache, a cache de-friends a non-cache, and a non-cache de-friends a non-cache. In
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the situation where a cache de-friends a cache, or a non-cache de-friends another non-cache,

no re-election is needed. In the scenario where a cache de-friends a non-cache, the re-election

is needed to ensure that every friend of the non-cache can receive its social updates. We adopt

a simple approach by letting the non-cache node notify its neighbors about the de-friending in

order to initiate a cache re-election. Note that, in case of a cache miss, a node can always go

to the original node to get the latest social updates. We believe the “Least Cache Re-election”

mechanism is a good trade-off between cache availability and maintenance overhead.

3.7 Discussion

In this section, we discuss several aspects that we did not cover in this chapter but can be further

explored.

Network Dynamics and Availability. The performance of SocialCDN is directly influ-

enced by network dynamics and content availability. In Section 3.6, we described possible

directions for handling nodes’ joins and leaves as well as unexpected failure situations. De-

tailed experimental evaluation with realistic nodes’ reliability data should be examined.

Load Balancing. How to balance the network traffic associated with the cache nodes is

another important issue. Formulating a new optimization problem by adding an additional

constraint related to the load (in terms of number of connections or traffic per cache node) is

another direction that can be explored.

Privacy. SocialCDN assumes that users know their immediate friends and friends-of-

friends. In this dissertation, we have not investigated scenarios of nodes misbehaving or Sybil

attacks, which are other directions of future work.

3.8 Summary

In this chapter, we presented SocialCDN, a novel social content dissemination system for Dis-

tributed Online Social Networks based on social caches. By caching social updates on so-

cial caches, SocialCDN enables the efficient data dissemination among social buddies through

fewer network connections. We proposed four fully distributed cache selection methods for

SocialCDN based on different social properties: the Randomized, Triad Elimination, Span
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Elimination, and Social Score algorithms. Empirical evaluations on five well known graphs

show that the Span Elimination algorithm has the least time complexity in terms of communi-

cation steps, and selects the least number of social caches for any given graph. We also found

that the overall performance of the cache selection algorithms depends on social properties and

measurements.
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Chapter 4

Multiparty Voice Communication Over Vehicular Social Networks

4.1 Introduction

A great number of people spend one or more hours driving each day. These daily roadway

commutes are highly predictable and regular, and provide a great opportunity to form virtual

mobile communities. However, even though these commuters are already physically present in

the same location, they are limited in their ability to communicate with each other.

In this chapter, we propose a framework for building such communities, which we call Ve-

hicular Social Networks (VSNs), to facilitate better communication between commuters driv-

ing on roadways. Vehicular Social Networks enable motorists to exchange real-time messages

with others in their proximity, so that the motorists can get to know the road conditions in

real time. Hence, drivers can determine the optimized routes to their destinations based on

the real-time traffic information, reduce the time and gas consumed waiting in the traffic, and

make their road trip more enjoyable. VSNs can be used as platforms for various vehicular and

traffic related applications. In this dissertation, we will present one of the applications, called

RoadSpeak.

Just as people taking mass transit often pass the time socializing with those around them,

motorists could benefit from social interactions if they were given broader social opportuni-

ties. While people are driving, the practice of texting or emailing is forbidden. Therefore, a

method of using voice messages is by far the most reasonable for the Vehicular Social Net-

works. Systems that enable users to communicate through voice messages in real-time are

called Multiparty Voice Communication systems, for example, conference calls or a CB radio.

Unfortunately, existing Multiparty Voice Communication (MVC) systems cannot be scaled to

large numbers of users and do not provide adequate access controls. For example, Skype only
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allows 25 participants to be involved in a voice chat group, and the host has to have sufficient

network bandwidth as well as CPU power, and memory to do so.

RoadSpeak is a scalable MVC system over Vehicular Social Network that allows motorists

to automatically join voice chat groups along popular roadways, and socialize with others in

real-time. RoadSpeak achieves scalable and interruption free communication through the use

of voice message buffering, automated moderation and flow control. We have implemented

a RoadSpeak prototype on Nokia N95 smart phones with 3G cellular networking for voice

message transfer. We have also built an MVC simulator to perform large-scale simulations

that compare RoadSpeak with existing MVC systems. The results of our evaluation prove

the feasibility of RoadSpeak and demonstrate that it performs comparably to traditional MVC

systems while supporting substantially larger groups of users.

Section 4.2 presents the related work. In Section 4.3, we will introduce Vehicular Social

Networks, present the VSN model and discuss how to form the VSN groups. In Section 4.4,

we will present the design and implementation of RoadSpeak. We will also discuss how the

MVC system with automated moderation in RoadSpeak differs from other Multiparty Voice

Communication systems, and how they can provide large scale real-time voice communica-

tion. Section 4.5 presents the automated moderation and voice buffering at both client and

server sides, and how they are used to provide collision free communication in RoadSpeak. In

Section 4.6, we will present the evaluation for RoadSpeak as well as Multiparty Voice Commu-

nication System. Specifically, Section 4.6.1 presents the benchmark and field trial evaluation

of RoadSpeak. Section 4.6.2 describes the multiparty voice communication simulator we built,

and the simulation results by comparing the RoadSpeak system with other MVC systems. We

will discuss the open questions in Section 4.7, and conclude the chapter in Section 4.8.

4.2 Related Work

Traditional online social networks such as Facebook [48] and LinkedIn [90] are essentially a

virtual view of physical communities, however they are agnostic to location and proximity. Re-

cently, there has been an increasing trend towards mobile social networks that can help people
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connect with their physical communities and surroundings. SocialNet [138] infers shared in-

terests between people by storing the IDs of the devices nearby and analyzing this co-location

data collected over a long period of time. Social Serendipity [46] is another similar mobile

phone-based application using Bluetooth and a database of user profiles to recommend face

to face interactions between nearby users who share common preferences. MobiSoc [14] is a

middleware that enables the formation of mobile social networks and provides a platform for

managing the social state of physical communities.

Vehicular networks have become increasingly popular recently due to the interest from

the government as well as from auto manufacturers. Various types of applications that make

use of vehicular networks have been proposed, ranging from improving safety [108], traffic

management [156], emergency management [122], urban sensing, multimedia sharing [73],

and gaming [115] to disseminating advertisements to passengers [87]. All existing work in the

field of vehicular networks considers links between vehicles to be spontaneously formed as a

result of the vehicles being in wireless range of each other.

Vehicular networks are a special case of mobile ad-hoc networks (MANETs) and delay

tolerant networks (DTNs). In the field of MANETs and DTNs, various papers have proposed

applying knowledge about social networks in order to improve networking protocol perfor-

mance. In [33], the authors propose a routing algorithm for MANETs that, based on the

small world phenomenon seen in social networks, identifies bridge nodes for routing based

on their centrality characteristics. [103] shows how knowledge of nodes’ social interactions

can help improve the performance of mobile systems. [13] studies the impact of users’ social

relationships and movement patterns on the performance of routing protocols in opportunis-

tic networks. Similarly, a social network based overlay for publish-subscribe communication

in DTNs has been studied in [155]. None of the existing works, however, consider vehicular

networks as the underlying network that can make use of a social network overlay.

A number of projects have described ways of spontaneously creating mobile social net-

works in different network settings. Bottazzi, et.al. [15] describe a middleware for managing

location-dependent relations in mobile social networks and for propagating the social networks’

visibility up to the application layer. The Haggle [72] project has performed extensive studies
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of human mobility traces in opportunistic networks and extracted information related to clus-

tering, and community structure.

Our work is distinct from all the earlier work in that RoadSpeak is the first application

built on a vehicular network with an underlying social network. We believe that our work will

inspire existing vehicular applications to leverage the underlying social connections that exist

in vehicular networks and form vehicular social networks.

4.3 Vehicular Social Networks

In this section, we present the Vehicular Social Networks (VSNs) framework, to facilitate bet-

ter communication between commuters driving on roadways. Specifially, in Section 4.3.1, we

introduce Vehicular Social Networks in detail. In Section 4.3.2, we discuss the VSN infras-

tructure, deployment model, and privacy issues. Section 4.3.3 presents the Vehicular Social

Network group definition, and how to form a Vehicular Social Network group.

4.3.1 Introduction to Vehicular Social Network

Social Networks allow people with common interests to come together to form virtual commu-

nities. Mobile Social Networks connect people who are already together (sharing the same lo-

cality), enabling them to take advantage of their close proximity to form more tightly-coupled,

possibly ad-hoc, virtual communities. In this socially-driven virtual world, people can form

instant villages that mirror and facilitate real-world interaction.

Today, services such as Path [116] utilize mobile phones to exchange information between

users regarding their location in order to identify opportunities to meet. Friends can find each

other when they happen to be close by, and people can find others they have never met be-

fore who share their interests as well as their location. Mobile social networking services are

successful primarily because they take direct advantage of the often periodic physical locality

patterns of the users to improve their knowledge about opportunities to socialize.

An unexplored source of physical locality, which can be taken advantage of for mobile

social networking, is the daily roadway commute. A great number of people, especially in

densely populated ares, spend one or more hours each day driving between home and office.
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Since these commutes typically take people over highways and other well frequented corridors,

they are highly predicable and regular. Day after day, the same people travel along the same

roadways at the same time. Therefore, the opportunity exists to form periodic virtual mobile

communities. We call these virtual communities Vehicular Social Networks (VSN).

The key property for building Vehicular Social Networks is that roadways, and the Vehic-

ular Social Network overlaid thereon, provide a sufficient and regular concentration of people

who may wish to socialize. People partake in all forms of entertainment that are available,

while commuting to and from work and other destinations. They listen to music, listen to and

participate in radio talk shows, chat with friends over hands-free phones, etc. In fact, in anal-

ogous commuting situations, such as on buses or trains, it is common for people to socialize

and communicate with others around them. We believe that a substantial opportunity exists for

people to organize into social groups and expand their social connectedness while traveling on

roadways, for the purpose of entertainment, to pass the time during their commute, to inform

each other about traffic conditions ahead, or even to ask for help in case of an emergency.

We envision three major reasons for Vehicular Social Network formation: (i) for entertain-

ment, (ii) for utility, and (iii) for emergency purposes. Entertainment based Vehicular Social

Networks are formed for people to share common interests, for example, to discuss recent social

and political issues, sports, or any other interesting or entertaining topic. Entertainment based

Vehicular Social Networks primarily serve to occupy people during their long and boring com-

mutes, similar to the way radio programs provide entertainment. Utility based Vehicular Social

Networks are formed to facilitate non-essential, yet helpful connections. For example, local

towns or states might establish Vehicular Social Networks to discuss interesting local events

or points of interest along popular highways, which travelers might use to query for advice in

selecting a local restaurant or hotel. There might also be Vehicular Social Networks established

to coordinate carpooling or communicate roadway conditions (accidents, congestion, etc). Fi-

nally, Vehicular Social Networks can become particularly useful in case of an emergency. Such

emergency-based Vehicular Social Networks might serve as a way for people to ask for and

provide assistance to each other in critical situations. Enterprises can set up Vehicular Social

Networks for employees as they travel to and from work. In case of an emergency, such as a
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flat tire or car accident, an employee can contact others who are close by for help.

4.3.2 Vehicular Social Network Model

A Vehicular Social Network is a social network that is enabled by: (i) spatial locality, and (ii)

temporal locality. Roadways naturally corral drivers into very regular and predictable patterns.

Aside from very exceptional cases, vehicles are constrained to travel on a roadway, which is

natural spatial locality enforced by the fact that drivers must use.

There is also temporal locality in the way many drivers utilize roadways. For most com-

muters, this temporal locality is brought about by various recurring daily deadlines. Commuters

must arrive at work on time, and are usually required to remain at work until some later fixed

time. Commuters base their daily routine on temporal locality.

Although spatial and temporal locality are enablers of VSNs, they are not the motivation

for their formation. As with any social network, it is the social aspects that define the utility of

the network, and VSNs share the same goals as any other social network. They exist to allow

people to form new connections, to expand their social connectedness, and to support various

social applications, based mostly upon their common interests.

Vehicular Social Network Deployment

In order to realize a VSN, we must first consider the following basic issues related to VSN

formulation and deployment. These issues can be grouped into three categories: (i) state main-

tenance, (ii) VSN centrality, and (iii) communication.

Any state related to VSN specifications and user profiles must be maintained in order to

support user-defined criteria for VSN creation. This state can be stored either at trusted central

servers or locally with users. Additionally, a state can be made persistent, to support stable

VSNs, or it can be considered transient, in the case of ad-hoc VSN formation.

VSNs may be formed with differing centrality. A location-centric VSN is one that is formed

from the perspective of some fixed location. Membership in location-centric VSNs is restricted

to those drivers matching the predefined social criteria and passing through predefined locations

with some recurrence frequency. An example of a location-centric VSN would be the network
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of drivers crossing the George Washington Bridge. At the other end of the spectrum, are VSNs

that are formulated from the driver’s perspective. A driver-centric VSN fixes each driver at its

center, regardless of location, and connects others to that driver as he encounters them on the

roadways. In a driver-centric VSN, the strength of connections between drivers is determined

by their level of commonality in social interests as well as by the frequency of their recurring

encounters.

Finally, we must choose a model to support inter-vehicular communication. There are a

number of models in existence today. Among them, are car-to-car approaches including Vehic-

ular Ad-Hoc Networks, centralized communication infrastructure approaches such as cellular

communication, and various hybrid approaches.

Infrastructure Requirements

There is a broad range of infrastructures that can be assumed to support Vehicular Social Net-

works. First, we assume that vehicles are equipped with some form of wireless communication.

This may include wireless-enabled smart phones (e.g., 3G/4G data access, WiFi, WiMAX,

etc.), or vehicles may be equipped with embedded vehicular computing systems that support

car-to-car communication (C2C). External to the vehicles, we can assume either a fully de-

ployed road-side infrastructure, which supports car-to-infrastructure (C2I) communication, no

infrastructure at all, or some deployment model in between, such as a CarTel-like [73] in-situ

organic WiFi network approach. The infrastructure assumptions we make will have a substan-

tial impact on the design of any VSN-based systems and applications.

Location Validation

Although location is part of the definition, it may or may not be enforced by the VSN. When it is

not enforced, a user who provides false location information would still be able to participate in

a VSN, contrary to the VSN specification properties. When location is enforced, the VSN must

use some method to validate the location information provided This could be either (i) direct

validation, for example, using a road-side infrastructure to periodically sample user positions;

or (ii) cross-validation performed between users.
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Privacy

Since a VSN may use driver-specific time-location information, there is a privacy issue beyond

that traditional social networks must handle. The privacy requirements for VSNs will differ

based on their specification properties. A VSN model that includes cross-validation will di-

rectly expose user location information to users around them. Therefore, it may be important

to include mechanisms to anonymize the data with respect to the individual users, while only

exposing location information to a central authority. Alternatively, a model that does not in-

clude cross-validation might only require users to expose location information to a centralized,

trusted, authority or to an anonymizer. In either case, this data must be handled as highly sen-

sitive to its users and the system must not directly leak this information to other users or allow

indirect inferences based on the information that is exposed.

4.3.3 Vehicular Social Network Group

As we discussed, the primary goal of a Vehicular Social Network is to facilitate communication

between people who are already physically present in the same location, but who are limited

in their ability to communicate with each other. In most of the existing social scenarios, such

as a cafe, nightclub, etc., people can easily communicate with each other since they are physi-

cally close by. They are not restricted by their activity as they are when driving on roadways.

Today, if people wish to speak with each other while occupying a vehicle, they must either be

collocated in the same vehicle, join a radio talk show, or initiate a direct connection to each

other (e.g., make a cell phone call). Vehicular Social Networks take advantage of the common

situations drivers on the same road segments share, to allow opportunities for them to socialize

and communicate in an easy and natural manner.

Vehicular Social Networks may provide a simple asynchronous communication protocol

for drivers to participate in discussions in a given Vehicular Social Network Group. Users can

join and participate in the Vehicular Social Network group that matches their interests. As part

of this dissertation, we developed RoadSpeak, which enables drivers to form and join Vehicular

Social Network groups for socialization.
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Vehicular Social Network Group Creation

A vehicular Social Network group is defined by a profile consisting of three factors: (i) the time

interval, (ii) the location or road segment, (iii) and the group’s interests.

For example, a user might create a VSN group for the time slot starting at 4 PM and ending

at 6 PM. Similarly, a user could also define a VSN group for a specific section of a roadway, and

this VSN group would include any registered user who is currently located on that section of the

roadway. Location properties could be specified using either coordinates (i.e., GPS values) or

some logical description of the location (e.g., miles 501-576 on Route 1). These temporal and

spatial factors in the VSN group definition may limit membership to specified roads and time

intervals. Finally, VSNs can be specified using group’s interests on which traditional social

networks are formed. These are user-defined keywords that provide a meaningful definition of

the purpose or collective interests of the users included in the VSN group.

The VSN group profile is defined by the group owner (which can be the manager, an orga-

nization, or simply a user) when the group is created. The privilege of group ownership can be

transferred to any of the group members by the current group owner.

Users are admitted to groups based on matching their user profiles to the group’s profile

upon registration. Admission can be free or it can be restricted by certain requirements that

the user must prove, such as a location frequency threshold for a specified roadway segment

during a specified time slot. By limiting group membership based on the frequency with which

the users travel the roadway, a VSN group may be limited to commuters, the best target for this

type of system, rather than including transient travelers.

4.4 RoadSpeak

In this section, we will discuss RoadSpeak, the first Vehicular Social Network application that

allows groups of motorists to socialize and communicate with each other by means of voice

messages in a real-time fashion, utilizing automated moderation and flow control. Users of

RoadSpeak can automatically join Voice Communication Groups formed along popular road-

ways. As an application of VSN, RoadSpeak groups also enforce time and location as part of

the profile definition.



97

We have implemented a prototype of the RoadSpeak system, which will be discussed in

Section 4.4.5. RoadSpeak client runs on a user’s smart phone, and geo-matches her location

with the group profile in which she is interested. The user is then automatically logged on to

one of her groups of interest, and can participate in that group’s discussion via real-time voice

messages.

Communication via voice messages is referred to as a Real-Time Multiparty Voice Commu-

nication (MVC) system. Multiparty Voice Communication has been investigated extensively

over the past 40 years, most recently under Massively Multi-player Online Game (MMOG)

scenarios. In a typical MVC system, speech samples are collected from an audio device, com-

pressed, broken into packets, and transmitted to the receiver. At the receiver, the speech samples

are retrieved, decompressed, reassembled, and sent to the audio device for playback.

Today, a number of MVCs exist as commercially and freely available products. Push to

Talk over Cellular (PTT PoC) [120] is a service option for cellular phone networks that permits

subscribers to use their phones as walkie-talkies. DT-Talkie [100] enables PTT PoC communi-

cations over infrastructure-less and latency-challenged environments by employing a DTN [45]

architecture. SimPhony [86] presents a mobile voice communication system built on a PDA

that supports one-to-one or one-to-many communication with voice messages. TeamSpeak [1]

and Ventrilo [146] are popular Internet based MVC systems frequently used under MMOG

scenarios.

RoadSpeak’s Multiparty Voice Communication system differs from the traditional MVC

system in the following ways: in a traditional MVC system, the number of active participants

in a group is effectively limited by audio collisions, occurring when participants speak simulta-

neously or when one participant is interrupted by another. Such collisions increase the frustra-

tion level of participants, because they slow the rate of progress in the conversation and force

participants to repeat their messages at the next opportunity. To enable scaling to large audio

communication groups, RoadSpeak allows individual participants to submit audio messages

in an interruption-free manner through voice message buffering and flow control techniques.

Multiple participants may submit messages concurrently, thereby eliminating audio collisions.

These voice messages are interleaved by the RoadSpeak server and transmitted to all clients.
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The server implements a flow control mechanism by stopping clients from sending more mes-

sages when the buffer is full. Both the RoadSpeak client and the server explore the voice

message buffers to improve the users experience.

In Section 4.4.1, we discuss the problem of collision in Multiparty Voice Communication

(MVC) system. Section 4.4.2 provides an example of how RoadSpeak can be used for on-

road socialization by motorists. We give an overview of RoadSpeak in Section 4.4.3. The

architecture and design, both server-side and client-side, are discussed in Section 4.4.4. The

implementation of RoadSpeak is presented in section 4.4.5.

4.4.1 Collision in Multiparty Voice Communication

Most social settings that involve sizable groups of people are also likely to involve significant

numbers of simultaneous speakers. Research has revealed significant periods when several

participants were simultaneously generating audio traffic [17, 16]. In general, voice patterns

in MVC scenarios consist of talkspurts and silence periods. Farber et al. [50] show that talk-

spurt periods follow an exponential distribution in traditional telephony, while Papp and Gau-

thierDickey [1] demonstrate that talkspurts follow a Weibull Distribution.

To better understand the patterns of collision rates in multiparty communication scenarios,

we use three sets of traces from real multiparty IRC (Internet Relay Chat) text chatting ses-

sions [54]. Because multiparty audio communication trace data is lacking, we use text chatting

as a coarse approximator for audio chatting with respect to the occurrence of collisions.

The total size of the traces we analyzed is over 2 MB, consisting of 13.5 hours and 10747

lines of text-chat sessions. For our analysis, we define a collision under text-chat to have

occurred when multiple users communicate within the same (short-scale) time window (the

collision time window). Using this definition for a collision, we scan the text-chat session

traces sequentially to determine where collisions occur. Figure 4.1 presents the results of our

analysis. For each trace, we plot the regression curve for the number of collisions as we vary

the number of actively participating users (denoted as active users). Since there is no way to

define session within the text-chat traces, we are unable to determine directly who the active

users are, so we define an active user as a person who communicates a minimum of five times
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The lines in the figure are the regression curves of the number of collisions that
occur in each of the three text chat traces with a one second collision window. The
regression curves illustrate the positive correlation between number of active users
and text-chat collisions.

Figure 4.1: Regression curves of collisions in text chat sessions.

during a ten minute period. The collision time window used to generate the results shown in

the figure is one second long.

From the figure, we observe that for each set of traces, as the number of active users scales

from 5 to 30, the number of collisions increases from 5 to 40. For each trace set, the plotted

regression curve shows a clear positive correlation between number of active users and number

of collisions. Although this may be acceptable in a text chat scenario, such a trend would

quickly become intolerable in a traditional MVC scenario.

4.4.2 RoadSpeak Functional Scenario

To better illustrate the RoadSpeak concept, we provide an example RoadSpeak scenario. This

scenario is only one of a number of possible usage cases and is chosen to demonstrate how a

typical user, Joe, might utilize the RoadSpeak system. Beyond this example, there are many

other foreseen and un-forseen scenarios in which RoadSpeak could be useful for motorists
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(e.g., during an emergency, or to communicate interesting observations, etc.). Joe, a RoadSpeak

user who currently participates in a RoadSpeak audio socialization group during his afternoon

commute home, would like to start participating in a new socialization group during his daily

morning commute. From his home computer, he goes to the RoadSpeak web portal, logs on

using his account, and browses through the various RoadSpeak groups available along the route

he takes between home and office. He chooses to register a sports talk group active on his work

route between 6 AM and 8 AM, since he is usually on the highway from 6:30 AM - 7:15 AM.

Finally, he verifies that he has the most recent version of the RoadSpeak client installed on his

smart phone.

The next morning, Joe gets into his car, sets his smart phone in its cradle, and puts on his

hands-free kit. As he travels to work, the RoadSpeak client running on his smart phone tracks

his location via the built-in GPS receiver, and when he enters the highway at 6:32 AM, the

client contacts a RoadSpeak server and automatically adds Joe to the RoadSpeak sport group

that he registered with.

Joe receives an audible alert from his phone, notifying him that he is joining the chat group.

He introduces himself to the group and begins listening to the current sports talk voice chat

messages that his RoadSpeak client receives from the server. As he listens, he is happy to

note that he is familiar with a number of the other participants who also belong to his regular

afternoon RoadSpeak chat groups.

After a while, Joe intervenes and speaks to the group. The RoadSpeak client captures and

transmits his voice message to the server. As the server continues to send out messages in the

sequence it receives them, it sends Joe’s message to the other participants in the group. Fran

and Harry both hear Joe’s question to the group and respond about the same time. Under a

typical multiparty voice communication system, this would lead to an audio collision. Under

RoadSpeak it does not, since the messages are buffered at the client’s end and sent to the server

once completed. The server, after receiving voice messages, serializes the messages into a

sequential order and transmits them individually to the other group participants.

Finally, as Joe leaves the highway, the RoadSpeak client running on his smart phone detects

his departure and notifies him that he will leave the sports socialization group, shortly. Joe
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transmits a farewell message to the group and continues along his route to work. In addition

to the scenario described above, Joe could also join a RoadSpeak audio socialization group

of interest while he is at his home or workplace, if the group (optionally) does not enforce

location.

4.4.3 Overview of RoadSpeak

The overall design of RoadSpeak is guided by two goals. The first goal is to increase the

scalability of RoadSpeak real-time audio socialization by providing interruption-free commu-

nication. The second goal is to enable a consistent user experience by enforcing fair and equal

access to the audio channels. RoadSpeak provides interruption-free multiparty voice com-

munication by enabling participants to submit messages whenever they like, and by buffering

voice chat messages. Once submitted, these messages are sequentially ordered by the Road-

Speak server, and delivered to RoadSpeak clients in order, for playback. With RoadSpeak,

audio collisions can never happen.

Figure 4.2 illustrates the paths of audio messages in RoadSpeak. RoadSpeak clients, after

recording audio message from users, will put the audio messages in the “Send” buffer, which is

responsible for sending audio messages to the server over the network. The RoadSpeak server

buffers incoming messages and transmits them to the other audio socialization participants.

Buffering messages at the server side decouples the sender from the receivers, such that once

a message has been submitted by a speaker, it is guaranteed to reach any actively logged in

clients, ensuring message delivery. The clients, after receiving the incoming audio messages,

will further buffer them in the receive buffer before playback.

These buffers not only function as regular buffers, but also work together with automated

moderation and flow control techniques to act as a key enabler for interruption-free and scalable

voice communication. They also support novel social properties, such as message serialization,

message pause/resume, and so forth. We will discuss these techniques in Section 4.5.

Furthermore, in order to enable a consistent user experience, RoadSpeak enforces quotas on

participant speaking time. This ensures that all participants are allowed a fair share of the voice

chat channel, preventing any one user from dominating a group. A Quota Manager controls
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RoadSpeak clients send voice messages to the server through a wireless network
(1). The server, after receiving messages from clients, transmits the messages to all
clients in the voice chat group (2).

Figure 4.2: RoadSpeak Overview.

both a user’s total speaking time and the individual lengths of each message sent by a user.

Each user in the group is assigned a quota, and once a user reaches her quota, she can no

longer speak to the group until her quota has been refreshed by the server. RoadSpeak also

provides an application-level flow-control mechanism. From the perspective of the RoadSpeak

server, this flow-control mechanism is used to adjust the message rates of clients. From the

client perspective, flow-control allows a participant to discard recently created messages, prior

to transmission.

4.4.4 RoadSpeak Architecture and Design

The RoadSpeak architecture is shown in Figure 4.3 and is composed of two main components:

the RoadSpeak server and the client. The server handles authentication, access control, flow

control, and message delivery. The client software, once downloaded and installed on a smart

phone, handles all message capture and playback functions. Finally, there is a web portal

through which a user connects in order to organize the groups they own, create new groups,
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RoadSpeak clients can use their browsers to access the web server (0). An au-
thentication service handles user authentication (1). (2), (3) and (4) handle group
admission and chatting procedures.

Figure 4.3: RoadSpeak Architecture.

and join existing groups owned by others. In the following subsections, we will describe each

component in more detail.

RoadSpeak Server

The RoadSpeak server includes the following components: the Authentication Service, the

Audio(Voice) Chat Service, the Database Service, and the Web Service which are shown in

Figure 4.3. Furthermore, the RoadSpeak server maintains three message buffers: the Send

Buffer, the Receive Buffer and the Control Buffer. These buffers, together with Automated

Moderation and Flow Control will be discussed in Section 4.5.

All persistent user and group data is stored in a database and accessed by both the Authen-

tication Service and the Audio Chat service.

User Creation and Authentication. Users can browse the RoadSpeak web portal to create

an account in the system ((1) in Figure 4.3) and log in. Users download a client application to
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their smart phones (or embedded vehicular PCs), and in order to access groups, login through

the client. Both user account creation and login authentication are handled over a secure web

protocol (i.e., HTTPS) by the User Manager. At the time of an account is created, the client gen-

erates an asymmetric cryptographic key pair (using PKI) and registers its public key (KPUB)

with the User Manager.

Once a user has been authenticated to the system, she is free to create new groups, to invite

other users to the groups she owns, or to request membership to groups owned by other users.

Group invitations and join requests are forwarded to other users (potential participants and

group owners, respectively) to either accept or decline. In the case where a group is owned by

multiple users, the owners vote to either allow or deny new users into the group.

Group Membership. A RoadSpeak voice communication group is defined by its location,

time interval (e.g.,10AM-12PM), and interests. Groups also have specific characteristics, such

as public or private. Public groups are open to all users as long as they satisfy the group

requirements, while private groups require the explicit permission of the group owner. Groups

can also be defined as open or moderated. In an open group, anyone can freely communicate

with members of the group, whereas in a moderated group, permission to communicate is

explicitly granted by the group owner and can be revoked at any time. Finally, a group can

be hidden or advertised. Hidden groups are only advertised to those users who are allowed to

participate in the groups, while advertised groups are visible to all.

Admission to a group is handled by the Group Admission Manager. To be admitted to a

group, a user submits his profile. This data allows the Group Admission Manager to verify

that the user attempting to join the group, actually satisfies the group’s properties. If the Group

Admission Manager validates the user, and allows her to join the group, the group key (KG) is

transmitted back to the client to be used by the client in the future for that group.

Connection Handler and Admission Control. A user chooses which group he wishes to

participate in, once he has logged into the RoadSpeak system (through the local client on his

smart phone). A client may only enter one RoadSpeak audio communication group at a time.

When a RoadSpeak client connects to a RoadSpeak server (see (2) in Figure 4.3), the Connec-

tion Handler spawns a new Admission Control Handler (ACH) and hands the connection to the
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ACH to perform admission control (see (3) in Figure 4.3).

To initiate Admission Control, a RoadSpeak client transmits the group name, the user’s

name, his profile, and the SHA1 hash of the group key (sha1(KG)) to a RoadSpeak server. This

information is encrypted by the client, using its private key (KPRIV ), prior to being sent to the

server. The server validates the user based on the user’s information and the hash of the group

key submitted by the user. Once the user drives past the boundary of the location of a group she

has previously registered with, the ACH hands the client connection off to the Channel Handler

for the requested group ((4) in Figure 4.3).

Channel Handler and Message Handling. The Channel Handler spawns one thread per

client connection in each RoadSpeak group. These Channel Handler threads share a global data

structure, called the Server Voice Message Buffer. Note that server voice message buffers are

group-specific, meaning that each RoadSpeak group has a separate buffer; while the Channel

Handlers are user-specific, meaning that the connection from each client in a RoadSpeak group

is handled by one Channel Handler thread.

The server voice message buffer maintains a list of message chunk rows (<message#,

chunk#, chunk data, user name, status flags>). Each row represents a chunk of a voice message

that has been submitted to the server by a user participating in that group chat channel. Channel

Handler threads also share this buffer with the Receiver Handler, and the Send Handler asso-

ciated with this group. The Receiver Handler puts each newly received message chunk from

clients in a RoadSpeak group into the voice message buffer. Message chunks in this list are

sent out to the participants in the same RoadSpeak group, one message at a time in the order

that was defined collaboratively by both the client and the server by the Send Handler.

Each Channel Handler thread also maintains a local data structure, called the Client State

List (as a part of the client message buffer) that maintains a set of client state rows (<message#,

chunk#>). There is one row per message being sent to the client. Each row tracks the last

message chunk sent to and acknowledged by the client.

The Channel Handler thread can also send pause and resume messages to their associated

clients. These higher priority messages are placed on the clients’ Control Message Buffer when

received and are handled by the receive thread. When a pause is received from the server, the
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client receive thread notifies the client send thread, to pause all chunk streaming from the client

to the server. Upon receiving a resume, the client receive thread notifies the client send thread

to begin chunk streaming, once again.

User Event Notification. There are a number of conditions that must be reported to the

user as feedback during a voice communication session. For each of these, the client provides

audible and visual feedback to the user.

RoadSpeak Smartphone Client

The RoadSpeak client was developed to be downloaded to smart phones, carried by users. The

client software, after a successful log in, periodically reads a user’s GPS location and automat-

ically joins the user into an appropriate group, based upon the set of groups she has selected

(from the web interface), her present location, and the current time. To do so, RoadSpeak

performs geo-matching, which is further discussed in Section 4.7.

The RoadSpeak client maintains three message buffers (these will be discussed in detail

in Section 4.5), as shown in Figure 4.3: (i) the send buffer, (ii) the receive buffer, and (iii)

the control buffer. These buffers are used to queue and control the outgoing voice messages,

incoming voice messages, and flow control messages, respectively.

As in other real-time multiparty voice communication systems, audio data is captured by

the client through the smart phone microphone. Unlike other MVC systems, RoadSpeak buffers

the audio messages into the client send buffer to be sent reliably to the RoadSpeak server.

Any new audio messages received by a client are placed on the receive buffer. The audio

message playback thread selects messages from the receive buffer for playback to the user

based upon how the individual user interacts with the receive buffer.

The RoadSpeak server can also send high priority flow control messages to clients. These

higher priority messages are placed in the client-side control buffer. A pause directs a client to

cease all message sending to the server and a resume notifies the client to begin sending once

again.

Client-side send, receive, and control buffers will be discussed in section 4.5 as well as the

server-side buffers. These voice and control message buffers play a key role in improving the
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(a) Web interface screenshot of a user defining a new VCG. (b) Client software executing
on a Nokia N95 smart phone.

Figure 4.4: RoadSpeak server and client screenshot.

RoadSpeak architecture as well as in providing a unique and customized user experience.

4.4.5 RoadSpeak Implementation

The RoadSpeak server is developed in Java and the client is a J2ME Midlet for Nokia N95 smart

phones. The client can use either 3G/4G or WiFi connectivity to access the server. The web

portal provides group and user maintenance, and management functionality, and is developed

using PHP and Javascript for the Apache2 web server. RoadSpeak groups associated with a

certain region are returned to a visualization service that displays the regions using the Google

maps API with the JMaki toolkit. Screenshots of the web portal and the smart phone client are

presented in Figure 4.4(a) and Figure 4.4(b), respectively.

4.5 Flow Control and Automated Moderation

RoadSpeak uses voice message buffering, automated moderation and flow control at both the

server and the client side to enable scalable and collision-free multiparty voice communication.

The flow control of RoadSpeak together with automated moderation enables the following
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two properties: (i) the individual’s Personal Behaviors, and (ii) the Social Behaviors with other

users. Personal behaviors include all behaviors that do not involve other users, and identify how

a user manipulates a voice message, either an outgoing message or an incoming message, such

as a pause/resume/skip audio message. Social behaviors include enabling control messages,

emergency messages, etc. Flow control and voice message buffering also enforce rules such

as controlling audio message length, controlling total speaking time, and assigning a speaking

quota to each user in the RoadSpeak groups, etc. In this section, we will discuss the flow control

together with voice message buffers used by the RoadSpeak system from both the server and

client sides.

4.5.1 Client Flow Control and Voice Message Buffer

As discussed in Section 4.4.4, each RoadSpeak client maintains a set of three buffers: (i) the

send voice message buffer; (ii) the receive voice message buffer, and (iii) the control message

buffer. These buffers are used to buffer and control both the outgoing and the incoming voice

messages, as well as the control messages that are received from the server.

Client Send Control and Send Buffer

As in any other multiparty voice communication systems, RoadSpeak voice messages are cap-

tured by the client’s audio message capture thread (e.g., using the smart phone microphone).

Captured voice messages are then broken into fixed-sized message chunks, and placed into the

client send buffer before being sent out to the server.

The Send Handler module at the client side of the RoadSpeak prototype allows users the

ability to control the voice messages in the send buffer in two ways. First, it allows a sender

to cancel a newly captured message prior to transmission if the sender realizes that she/he no

longer wants to send out a particular message. Second, it enables the user to pause the captured

messages being transmitted to the server and resume them later. In case the user does not want

to cancel, or pause the voice message, the client’s Send Handler thread streams message chunks

to the server, and awaits the server’s acknowledgement.
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Client Receive Handling and Receive Buffer

The client’s Receive Handler module is in charge of handling the received message chunks.

After receiving the voice message chunks from the server, the receive thread in the Receive

Handler module places them into the client temporary buffer, and sends acknowledgements

back to the server. The client’s Audio Playback thread in the Receive Handler module is notified

by the receive thread whenever all chunks for the lowest numbered message have been received

and the message is complete. The voice message playback thread then removes the chunks, one

at a time, from the temporary buffer and places the voice messages into the receive buffer, so

that the voice messages can be streamed to the user in order. (e.g., using the smart phone’s

speaker).

While the voice messages are in the receive buffer, the RoadSpeak protocol Receive Han-

dler enables the clients to customize them in two ways. Users of the RoadSpeak system can

discard/skip any received messages whenever they find the messages less interesting, or when

the buffer is full. They can also pause/resume the playback of any voice message in the receive

buffer. For example, if they get a phone call while listening to the voice messages, they can

pause the playback of the voice message, answer the call, and resume listening when they finish

making the phone call.

In this way, RoadSpeak client-side voice message buffers provide a great deal of freedom

to the individual users. The send and receive voice message buffers can be pre-defined to

control the total number of outgoing voice messages, and the overall number of incoming voice

messages. The server can also send control messages to define these parameters based on the

number of participants in the group.

4.5.2 Server Flow Control and Voice Message Buffer

The RoadSpeak server, as discussed in Section 4.4.4 maintains a Server Message Buffer for

each RoadSpeak group. The server message buffer is used to buffer and control the incoming

and outgoing voice messages, and is shared by all Channel Handler threads, the Send Handler

threads and the Receive Handler threads of the same group. These handlers and the voice

message buffering work collaboratively to provide a collision-free and scalable RoadSpeak
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socialization channel/group.

Once the server Receive Handler receives a message chunk from any participant in the

group, it places the message chunk on the voice message buffer. While the messages are in the

buffer, RoadSpeak allows social operations and social regulations on these messages. Further-

more, a Client State List for each client keeps track of whether and which message chunk in

the voice message buffer has been sent to the corresponding client. The Send Handler thread,

after checking the Client State List, will access the buffer and stream chunks to its associated

client.

Sending Order.

First Come First Send. RoadSpeak enables the Server Send Handler to send the messages

in the order that the server receives them. This is a primitive method of sending out voice

messages. In this situation, the flow control with buffering works with no differently from a

regular buffer.

High Priority Goes First. As we discussed, RoadSpeak is a system that enable drivers in the

same vicinity to socialize with each other, but it can also be used as a platform for emergency

messages. These messages are considered to be high priority, and should be specially treated

so as to be sent to the clients as soon as possible.

4.5.3 Client-Server Flow Control and Client Control Message Buffer

The server Channel Handler threads can also send pause and resume control messages to their

associated clients. These higher priority messages are placed on the clients’ control message

buffer when received and are handled by the Control Handler thread. When a pause is received

from the server, the client Control Handler thread notifies the client Send Handler, to pause

chunk streaming from the client to the server. Upon receiving a resume, the client Control

Handler thread notifies the client Send Handler to begin chunk streaming once again.
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4.6 Evaluation

In this Section, we will discuss the evaluation for both RoadSpeak application as well as Multi-

party Voice Communication. Specifically, we utilize microbenchmark experiments and on road

field trial to evaluate RoadSpeak application. We design and implement a Multiparty Voice

Communication simulator to compare MVC system used by RoadSpeak with other MCV sys-

tems.

4.6.1 RoadSpeak Evaluation

The goal of the evaluation is to study the performance of RoadSpeak, addressing the following

three questions:

• What is the base performance of RoadSpeak under a typical client workload with differ-

ent network connectivity?

• How does the performance of RoadSpeak scale as more clients are added to the system,

under a more realistic workload?

• Eventually, what is the usability of the RoadSpeak system, with human interactions?

In order to answer the first two questions, we perform two types of benchmark experiments

to evaluate RoadSpeak performance: single client micro benchmarks and multiple client emu-

lation, which will be discussed in section 4.6.1.

In order to answer the last question, we perform a real field trial with four volunteers to

evaluate the usability of RoadSpeak, and to study the human interaction within the RoadSpeak

system, which will be discussed in section 4.6.1.

RoadSpeak Benchmark Evaluation

For our benchmark and emulation platform, we used an Intel Dual Core 1.86GHz Linux PC

with 1 GB of RAM.
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RoadSpeak Single Client Microbenchmarks

The single client microbenchmark experiments measure the performance of RoadSpeak run-

ning over a 3G cellular network (Verizon 1xEVDO), as well as a WiFi network (802.11g). We

define the end-to-end message transmission latency as the time taken to transmit a message

from one RoadSpeak client to another RoadSpeak client through the RoadSpeak server. We

measure the latency to transmit a 1-second message, and a 5-second message. Each result re-

ported is the mean of 10 measurements. The average message transmission latency over the

WiFi and 3G network connections is reported in Table 4.1.

Message Length
Connection Type 1 Second 5 Seconds
WiFi 0.03(0.00) 0.12(0.01)

3G 1.24(0.01) 2.95(0.34)

Message transmission latency in seconds over WiFi and 3G for differing message
lengths. Standard deviations are reported in parentheses.

Table 4.1: Message Transmission Latency (Microbenchmark).

RoadSpeak Multi-Client Emulation

For the multiple client emulation experiments, we use a set of scripted RoadSpeak clients with

a synthetically generated workload (around 5 messages per minutes) in order to evaluate how

the server and client queues scale. We ported RoadSpeak to PCs for this set of experiments,

and emulate 3G and WiFi network connections by injecting a synthetic delay before the trans-

mission and reception of every message.

In the first experiment, we fix the number of speaking clients at 10. From Figure 4.5, we

observe that the effect of message length on the overall message transmission latency is linear.

Apart from short, normal, and long messages, we also consider a mixed workload scenario

where each message is chosen to be short, normal, or long with equal probability. Since long

messages dominate the transmission time, the mixed workload scenario shows results similar

to the long message scenario. Message transmission delay can be further broken down into four

components:

(i) server queue delay;
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(ii) client send queue delay;

(iii) client receive queue delay;

(iv) propagation delay;

To evaluate the impact that increasing the number of speaking clients has on message trans-

mission latency, we fix the message length at the worst case value, i.e., long messages, and vary

the number of clients from 2-30 speakers. From Figure 4.6, we observe that message latency

initially grows linearly until the number of users is increased to 10, after which it grows sub-

linearly. Since the rate of message playback for a client is fixed, once the workload approaches

this capacity, system performance stabilizes.

Finally, from both Figures 4.5 and 4.6, we observe that the overall message transmission

time is dominated by the client receive buffer time. This is the length of time that messages are

retained in the receiver buffer before playback/discard/skip. These messages are forwarded by

the RoadSpeak server to the receivers. RoadSpeak performs reliable message delivery, so the

more messages a client receives, the longer the client buffer waiting time. As we discussed in

Section 4.5, the RoadSpeak prototype allows clients the ability to control the messages in the

client-side voice message buffer in two ways. First, it allows a sender to cancel a message in

the client-side send buffer, if the sender realizes that she no longer wants to send out a particular

message. Second, a receiver may skip a message in the client-side receive buffer, for example,

the message is uninteresting or the receiver’s buffer is full. The results in Figures 4.5 and 4.6

represent the worst case system performance when clients never cancel or skip messages.

The purpose of these emulation experiments is not to realistically simulate either the Road-

Speak scenario or the multiparty audio conversation scenario. Rather, the purpose is to better

understand how the system subcomponents directly affect the performance of the system under

a synthetic load. From the results of these experiments, the client receive queue delay appears,

at first, to be very large when compared to what a user would experience in a typical confer-

ence call. In fact, though, when comparing RoadSpeak queue times and conference call waiting

times, we also have to consider that a conference call does not allow users to submit messages

concurrently. Instead, a user will “buffer” her messages in her head, while waiting for her turn

to speak. RoadSpeak, on the other hand, allows a user to speak her messages as they occur to
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Figure 4.5: Effect of Message Length on Transmission Latency.

her, and edit them while they are still in the send buffer.

In Section 4.6.2, we show a comparison between conference calls and RoadSpeak in terms

of the time it takes to have a message heard by all other parties on the call, which we believe to

be the most relevant metric to understand the actual user experience.

RoadSpeak Field Trial Evaluation

We perform a field trial with real users to better understand the system performance and human

interactions in RoadSpeak. Our field trial consists of four participants (colleagues in our lab),

each of whom was equipped with a Nokia N95 smart phone with 3G Internet access. The

participants were briefly trained on how to use the RoadSpeak system. The experiment was

performed when the whole group went to a restaurant. While driving to the destination, the

participants used RoadSpeak to communicate with each other.
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Experiment Dataset Characteristics

The entire experimental trace consists of 72 voice messages over a duration of 1200 seconds.

The combined speaking time (silence periods removed) is 514 seconds, and the average number

of messages per user is 18. The maximum message length is 27 seconds, the average message

length is 7 seconds, and most messages are between 4 and 7 seconds long.

To better understand human conversation patterns in the RoadSpeak system, we plot the

speaking and playback message durations for the field study trace. Figure 4.7 presents the time

series plot for the trace period of 800 to 1200 seconds. We choose this period since it is the most

active period of the trace. For each individual graph, the y-axis represents the user identifier

number, e.g. a peak at y = 1 denotes that user 1 is speaking. When y = 0, all users are silent.

Finally, the elapsed session time is shown along the x-axis. Figure 4.7(a) presents the speaking

time for all users, while each of the four subplots of Figure 4.7(b) presents the speaking time

for an individual user (y = −1) and the message playback times (y > 0) for all users.
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Visualization of a four-user RoadSpeak conversation. The x-axis is elapsed time in
second. In (a), a line with y = n represents the time when User n is speaking. In
(b), a line with y = n represents message playback time from speaker n, and y = −1
represents when the respective user speaks.

Figure 4.7: RoadSpeak Conversation Visualization.

From Figure 4.7(a), we observe that audio collisions occur whenever multiple lines over-

lap. Although this is only a four-user experiment, we observe that there are numerous audio

collisions. As we will demonstrate through simulation in Section 4.6.2, when the number of

users increases beyond four, audio collisions occur much more frequently.

From Figure 4.7(b), we observe the beneficial effects of the collision-free communication

provided by RoadSpeak. For the y > 0 section of each subplot, we see that there are no

occurrences of overlapping lines. We also observe, by comparing the y > 0 and y < 0 sections

of each subplot, that users are free to submit new voice messages, without causing interruptions

to the flow of the voice-chat session.

4.6.2 Multiparty Voice Communication Evaluation

The performance of RoadSpeak depends on various factors, including the number of users, the

behavior characteristics of users, policies of the buffers from both server-side and client-side,

human-driven flow control and system initiated flow control. To better understand the impact of

each of these factors, we build a model of human conversation to feed into a multiparty voice
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communication simulator. We use this simulator to compare the performance of RoadSpeak

with traditional MVC systems, which do not have any kind or system flow control. We use a

conference call as one of the representatives for the traditional MVC systems. Note that we do

not simulate network conditions since we want to compare the base-case (ideal) performance

of RoadSpeak with other multiparty voice communication systems.

Multiparty Voice Communication Simulator

There are two approaches to building a multiparty voice communication simulator, a micro-

simulator that takes into account each participant’s speaking pattern and interactions among

the participants, or a macro-simulator that uses aggregate statistics about the conversations. We

build a micro-simulator because we are interested in the effects of interruption-free communi-

cation on the experience of individual users.

Message Length
Simulation Scenario Conference Call RoadSpeak
Talkspurt λ = 2.30, k = 1.18 λ = 7.6, k = 2.6
Silence λ = 13.53, k = 0.60 λ = 58.0, k = 1.7

Table 4.2: Weibull distribution parameters for MVC simulator.

Simulation Parameters

The simulator depends on the following simulation parameters.

• The talkspurt period. (ON period, or message length) This parameter represents the

length of talkspurt, and follows a Weibull distribution. A talkspurt period follows and is

followed by a silence period.

• The silence period. (OFF period) This parameter represents the length of each silence

period and also follows a Weibull distribution. A silence period similarly follows and is

followed by a talkspurt period.

• Aggressiveness. This is an adaptive parameter that defines the willingness of a speaker

to intervene in the current conversation. Each speaker is given an initial aggressiveness

probability generated as a uniformly random value between 0 and 1. If a speaker loses a
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collision round, her aggressiveness is increased as a function of her current aggressive-

ness. Once a speaker completes her current message, her aggressiveness is reset to its

original value.

Talkspurt and Silence Period Modeling

Prior research on multiparty voice communication systems suggests that both talkspurt and

silence period follow a Weibull distribution [1]. We would like to study whether the field trial

experiment also follows this trend. We analyzed the logs from our field trial (described in

Section 4.6.1) and confirmed that the talkspurt and silence periods fit Weibull distributions. We

use the parameters from Papp and GauthierDickey [1] for conference calls, and compute the

best-fit parameters empirically from our field trial for RoadSpeak. Table 4.2 lists the best-fit

parameters we derived for talkspurt and silence periods, as well as the parameters we use for

conference calls. The model shows some interesting trends in human conversation patterns

while driving. For example, 90% of talkspurts are shorter than 11 seconds, whereas 90% of

silence periods are shorter than 117 seconds. Silence periods are much longer than talkspurts

because during driving, people need to concentrate on the road ahead, watch traffic lights, etc.

The simulation begins by defining number of speakers in the conversation. Each speaker

is assigned an aggressiveness value. The length of talkspurt and silence are generated from the

Weibull distribution with the parameters discussed in Table 4.2.

Simulation Scenarios

The socialization simulation is used to simulate the following scenarios: RoadSpeak, Road-

Speak w/o Flow Control, and Conference Call. For simplicity, we use Joe and Tom to represent

two speakers.

In a conference call scenario, when Joe intends to speak, he first checks the channel to see

if another user is speaking. If Tom is speaking, Joe checks if he is more aggressive than Tom.

If so, he stops Tom and starts speaking, otherwise he goes back to waiting until he has the next

chance to speak. It is unlikely that someone will interrupt a speaker when he has just started to

speak. We therefore define the parameter speaking constraint time, which allows the current

speaker to continue speaking for speaking constraint time seconds before he can be interrupted

by other speakers.
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Metrics

Since we are studying human interactions and socialization during a conversation, new

metrics are needed to quantify different conversational and social models. Our goal is to study

the trend of waiting time and delay in each scenario especially at scale. Following, are the

metrics we use to evaluate the Conference Call scenario:

• TimeToSpeak: the time that a user waits until he has a chance to speak.

• TimeToFinish: the time that a user needs to finish his statement, possibly after being

interrupted several times.

• Conference Call Delay: the time from when a user starts to speak until the completed

message reaches the other participants, possibly after multiple interruptions.

The following metrics are used to evaluate the RoadSpeak scenario:

• TimeToSpeak: the time a speaker waits, due to RoadSpeak flow control, before he can

speak.

• Buffering Delay: message delay due to buffering at both the client and the server side.

In each scenario, we vary the number of speakers from 2 to 30. For each test, we mark half

of the speakers as aggressive speakers and the other half as passive speakers. We chose 30 as the

maximum group size since the conversation patterns are revealed at and beyond 20 speakers per

group. In the Conference Call scenario, more than 80% of the voice messages were interrupted

by others when the number of speakers in the group was greater than 10, which makes it very

difficult for a speaker to complete a message.

Simulation Results

From Figure 4.8 we observe that, for all three scenarios, as the number of speakers increases,

message completion time also increases. The time for both RoadSpeak and Conference Call in-

creases linearly, while RoadSpeak w/o Flow Control increases dramatically after the number of

speakers in the group exceeds 15. RoadSpeak performs better than Conference Call in all cases.
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Figure 4.8: Message Completion Time.
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Figure 4.9: Message Completion Rate.

RoadSpeak also performs better than RoadSpeak w/o Flow Control beyond 15 speakers, due

to the fact that flow control enables stable scaling, preventing server overload and subsequent
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performance degradation.

Finally, we compare the message completion rates for the three scenarios in Figure 4.9.

Here we observe that, as the number of speakers in a group increases, both RoadSpeak cases

demonstrate a higher message completion rate than does Conference Call (beyond five speak-

ers). As the number of speakers increases, the rate of audio collisions for Conference Call also

increases, causing the message completion rate to drop dramatically. RoadSpeak also consis-

tently outperforms RoadSpeak w/o Flow Control, maintaining a higher message completion

rate, throughout. Finally, the message completion rate for both RoadSpeak cases is ultimately

limited by the size of the client receive buffer capacity, once the rate of concurrent message

generation exceeds 60 seconds worth of messages generated per minute.

4.7 Discussion

RoadSpeak vs. Conference Call Systems

RoadSpeak allows interruption-free communication, and employs automated moderation, mes-

sage buffering, and flow control to enable the system to scale to large groups. On the other hand,

classical real-time multiparty voice communication systems, such as conference call systems,

allow audio collisions, and shift the onus onto the speakers (or a human moderator, if available)

to resolve these collisions. There is an inherent tradeoff between RoadSpeak and other MVC

systems. The interruption-free model employed by RoadSpeak can often result in out-of-order

conversations, since old messages may remain in the system. This is because the RoadSpeak

server, unlike a human moderator, cannot understand the semantics of a message. Other MVC

systems, on the other hand, do not scale well and can experience high collision rates with large

groups. We believe that this tradeoff brings RoadSpeak and other MVC systems into differ-

ent domains. RoadSpeak is more applicable for entertainment or socializing purposes by large

numbers of users, while conference call systems are more suitable for business usage with a

limited number of participants.
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Geo-Matching

Motorists need to focus on the road while they are driving, so the system cannot expect users to

manually select a vehicular social network group. To aid the drivers, geo-matching and spatial-

temporal enforcement mechanisms are used to: (i) provide automatic group joining, and (ii)

allow only valid users currently driving on the proper roadway to join a group constrained

to that roadway. When a user logs into the RoadSpeak system from her smart phone, the

RoadSpeak client connects to the server to retrieve the waypoints for each group that user has

registered and stores the waypoints in an R-Tree in local smart phone storage. Periodically,

the RoadSpeak client reads GPS locations and compares these coordinates with the waypoints

stored in the R-Tree to determine if the motorist’s current location matches the spatial-locality

preferences of any of her preferred groups. When a match occurs, the client automatically joins

the user to the group.

Spam

Unwanted messages such as advertisements and spam represent another potential issue in Road-

Speak. Reputation systems are often useful in large online communities in which users may

frequently have the opportunity to interact with other users with whom they have no prior ex-

perience. In such a situation, it is helpful to base the decision whether or not to interact with

that user on the prior experiences of other users. Reputation systems may also be coupled with

an incentive system to reward good behavior and punish bad behavior. RoadSpeak can estab-

lish and utilize a reputation system to prevent unwanted messages. Users of RoadSpeak can

be assigned reputations at the beginning. Low ratings from other users may diminish one’s

reputation. When the reputation of a user is below a certain threshold, RoadSpeak should not

publish messages from him, or should revoke his admission to the group.

Driver Distraction

Although it is important to consider the safety of drivers who use cell phones while driving,

we believe that, with advances in automated vehicular control (e.g., automatic cruise control,

obstacle avoidance, drive-less cars, etc.), driver distraction will be less of an issue in the near
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future.

4.8 Summary

In this chapter, we proposed the concept of Vehicular Social Networks, which enable people

traveling along the same roadways at the same time to form virtual mobile communities. We

also present the design, implementation, and evaluation of RoadSpeak, a mobile, inter-vehicle,

multiparty voice communication system that allows motorists to socialize with each other along

popular roadways by utilzing automated moderation, flow control and voice message buffering.

We presented the mechanisms to discover and form RoadSpeak socialization groups, which

take into account both time and locality, along with user interests. We implemented a cus-

tomized Real-time Multi-party Voice Communication simulator for comparing the scalability

of RoadSpeak with traditional MVC systems. Our experimental results show that the use of

voice message buffering, interruption-free communication and flow control allows RoadSpeak

to scale to large groups of users.
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Chapter 5

Conclusions and Future Directions

In this dissertation, we have identified the practical and theoretical challenges in two emerging

unconventional Online Social Networks, Distributed Online Social Networks and Vehicular

Online Social Networks. We have presented novel approaches to address these challenges, and

demonstrated their feasibility and effectiveness through user studies, benchmarks, emulation

and simulation experimentations.

The main contribution of this dissertation is to explore the design of the two infrastructure

for efficient social content dissemination and to enable new social presences using both theo-

retical and practical approaches. To answer several challenges posed by DOSN infrastructure,

we propose Social Butterfly and SocialCDN, which use Social Caching techniques for effi-

cient social content dissemination in DOSNs. To expand the online social network application

domains, we proposed Vehicular Social Networks, which provide a platform to form social

network groups for socialization of vehicular drivers, especially daily commuters. To satisfy

the requirements for real-time communication over Vehicular Social Networks, we proposed

RoadSpeak, which enables real-time multi-party voice communication by utilizing automated

moderation and flow control.

• Social Butterfly. Building Distributed Online Social Networks (DOSNs) brings many

challenges to the OSN Core Service and Database/Storage layers. In this dissertation,

we addressed the challenge of efficient social update distribution in DOSNs using Social

Caches. Social Caches are the selected nodes in a DOSN that act as “local bridges” for

data dissemination. The neighbors of the Social Caches push their own social updates

to the caches, and fetch social updates of their friends from the corresponding Social

Caches. We formulate the selection of Social Caches as the Neighbor Dominating Set

problem, and proposed the Approximate NDS and the Social Score centralized algorithms
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to solve the problem. We also presented the social properties we discovered about social

updates and social relationships in Chapter 2. Simulation on a real online social network

dataset showed that the use of Social Caches can reduce the social network connections

by an order of magnitude.

• SocialCDN. The selection of Social Caches using centralized algorithms requires knowl-

edge of the entire social graph, which, when reflected to the infrastructure level, requires

a peer-to-peer look-up server. In Chapter 3, we proposed a set of fully distributed social

cache selection algorithms, which only requires the node to know its local information,

i.e., its one hop neighbors. The four algorithms, namely Randomized, Triad Elimina-

tion, Span Elimination, and Social Score, select Social Caches based on different social

properties. We also presented the empirical evaluation results of the four algorithms on

five well known graphs: the Facebook, Enron email, co-author, citation, and AS graphs.

The Span Elimination algorithm has the least time complexity in terms of communica-

tion steps, and selects the least number of Social Caches for any given graph. The Social

Score algorithm works better on a social graph.

• Vehicular Social Network. The Application Service layer controls what applications are

supported by an OSN. Although current OSNs cover a large domain of applications, we

believe that they have not yet reached the vehicular drivers who commute between home

and office on a daily basis. In Chapter 4, we proposed Vehicular Social Networks (VSNs)

to expand the existing OSN infrastructure to reach these drivers. Drivers who are in the

same proximity can use the Vehicular Social Networks to form mobile virtual commu-

nities, VSN groups, which are defined by enforcing temporal and spatial regulations in

the format of a triple <road segment, time duration, interest>. That is, motorists who

are driving on the same road segment at the same time and are willing to socialize about

particular interests can form VSN groups. VSN can be used for many purposes, such as

entertainment, or emergency alerts. In an entertainment VSN, users can share with their

VSN friends information related to the group topic. In the emergency situation, only

emergency traffic information messages are allowed. We also presented mechanisms to

discover and form these groups in Chapter 4.
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• RoadSpeak.

Real-time multiparty voice communication systems (MVC), such as a conference call,

enable small groups of users to participate in real-time, simultaneous conversations.

However, the main drawback to current MVC systems is that they do not allow mean-

ingful communication to scale up to a large number of users because of audio collisions.

We presented our findings about audio collisions in a group of users in Section 4.4.1,

and discovered that the collision rate increases as the number of users increases in the

group. We proposed RoadSpeak, which utilizes message buffering, automated modera-

tion and flow control as to enable inter-vehicle collision-free multiparty voice communi-

cation in Vehicular Social Networks. Buffers at both the client side and the server side

enable scalable and collision-free multiparty voice communication by enforcing certain

rules, which regulate both an individual’s personal behaviors and her social behaviors.

Client-side buffers enable users to pause/resume/re-order/cancel both incoming and out-

going messages to provide a customized social experience. Server-side buffers control

the voice communication message sequence and eliminate staled or junk messages in

each group, thereby enabling meaningful conversation. RoadSpeak also allows impor-

tant control messages to be sent by the server to control the buffers at the client side.

We designed and implemented a RoadSpeak prototype, as well as both server-side and

client-side automated moderation and flow control schema. A field trial was also per-

formed to prove the feasibility of RoadSpeak. In order to compare RoadSpeak and other

Multiparty Voice Communication System, we implemented an MVC simulator, and the

simulation results showed that RoadSpeak can scale to a larger group of users.

The main contribution of this dissertation is exploring challenges in two unconventional

Online Social Networks, Distributed Online Social Network and Vehicular Social Networks,

by utilizing theoretical and practical approaches. More specifically, the dissertation makes two

contributions: we proposed Social Butterfly and SocialCDN, a set of centralized and fully dis-

tributed Social Caching techniques, respectively, that provide efficient dissemination of social

updates over DOSNs. Second, we proposed Vehicular Social Networks (VSN), a platform that
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enables drivers to socialize; and RoadSpeak, an application which utilizes automated modera-

tion and flow control to enable real-time, ephemeral, and multiparty voice communication over

Vehicular Social Networks (VSNs).

5.1 Future Directions

Looking forward, we believe the success and development of Online Social Networks are rely-

ing heavily on the infrastructure, performance and functionalities. Future work on OSNs will

range from Application Service Infrastructure, Social Presence Infrastructure, and Core Ser-

vice Infrastructure to Database/Storage Infrastructure. We believe other novel OSNs will also

be proposed as a result of the growth of the OSNs to satisfy the requirements of both users and

providers.

This dissertation suggests future work in two areas: smarter Social Caching and enhanced

Vehicular Social Networks.

5.1.1 Smarter Social Caching

Social Caches are utilized in both Social Butterfly and SocialCDN for the efficient dissem-

ination of social updates in Distributed Online Social Networks. The social cache selection

problem, like the Neighbor Dominating Set problem, is solved by both the proposed central-

ized and the distributed approximation algorithms. The design of the approximation algorithms

utilized several social properties, such as the clustering coefficient, the egocentric betweenness

centrality, the social score, the transitive triad and the span of a node. There are several other

potential social properties that we can use for smarter selection of social caches. (i) Social

traffic patterns. The algorithms we proposed in this dissertation did not consider social traffic

patterns. Future work should include incorporating social traffic patterns into the design of the

cache selection algorithm, since nodes that generate more social traffic should have a greater

chance of being selected as caches. (ii) Social tie strength [58]. The algorithms presented in

this dissertation treated all users in the social graph the same, as either friends or strangers.

In reality, relationships could fall anywhere along this spectrum. Another potential direction

for social cache selection includes using social tie strength as one of the criteria, and selecting
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friends with strong social ties as social caches. (iii) Network dynamics and availability. The dy-

namic of peers, online or offline, known as churn, is an inherent property of any P2P network,

including the Distributed OSN. P2P churn and the availability model should also be added to

social cache selection. (iv) Limited resources. In this dissertation, we assumed that each node

in the network had the ability to cache social updates for friends. However, in reality, nodes

may have limited storage, bandwidth, etc., and can only cache social updates for k friends. This

is yet another issue that should be considered in social cache selection.

5.1.2 Enhanced Vehicular Social Networks

The automated moderation and flow control schema is used by RoadSpeak to enable collision-

free real-time multiparty voice communication in Vehicular Social Networks. Besides enabling

the MVC, another potential application for RoadSpeak is to enable Traffic Audio Tweets. Today,

there are a few early stage Audio Twitter services, such as Tvider [142], and Chirbit [25]. They

allow users to record audio clips to share with friends. Compared with traditional text tweets,

audio tweets contain more social presence and are more convenient. Traffic audio tweets differ

from existing ones in several ways: and corresponding buffering techniques are required. (i)

Traffic audio tweets are temporal messages, and need to be heard by other parties before the

traffic event disappears. Otherwise, the tweets are stalled tweets and will mislead the drivers.

Thus, the buffer needs to be able to separate and remove stalled audio tweets from the non-

stalled ones. (ii) The volume of traffic audio tweets is strongly correlated with traffic situations.

For example, if there are no traffic incidents or jams, very few traffic audio tweets will be

generated. However, when there is a traffic accident, a burst of tweets may be generated by

drivers passing by. Therefore, the buffer must be able to eliminate repeated messages, or send

digests to the clients to avoid sending redundant messages.
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